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Abstract The rise of Ethereum and other blockchains that support smart contracts
has led to the creation of decentralized exchanges (DEXs), such as Uniswap, Bal-
ancer, Curve, mStable, and SushiSwap, which enable agents to trade cryptocurrencies
without trusting a centralized authority. While traditional exchanges use order books
to match and execute trades, DEXs are typically organized as constant function
market makers (CFMMs). CFMMs accept and reject proposed trades based on the
evaluation of a function that depends on the proposed trade and the current reserves
of the DEX. For trades that involve only two assets, CFMMs are easy to understand,
via two functions that give the quantity of one asset that must be tendered to receive
a given quantity of the other, and vice versa. When more than two assets are being
exchanged, it is harder to understand the landscape of possible trades. We observe
that various problems of choosing a multi-asset trade can be formulated as convex
optimization problems and can therefore be reliably and efficiently solved.

1 Introduction

In the past few years, several new financial exchanges have been implemented
on blockchains, which are distributed and permissionless ledgers replicated across
networks of computers. These decentralized exchanges (DEXs) enable agents to
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trade cryptocurrencies, i.e., digital currencies with account balances stored on a
blockchain, without relying on a trusted third party to facilitate the exchange.
DEXs have significant capital flowing through them; the four largest DEXs on
the Ethereum blockchain (Curve Finance [Egol19], Uniswap [ZCP18, AZS+21],
SushiSwap [Sus20], and Balancer [MM19]) have a collective trading volume of
several billion dollars per day.

Unlike traditional exchanges, DEXs typically do not use order books. Instead,
most DEXs (including Curve, Uniswap, SushiSwap, and Balancer) are organized
as constant function market makers (CFMMs). A CFMM holds reserves of assets
(cryptocurrencies), contributed by liquidity providers. Agents can offer or tender
baskets of assets to the CFMM, in exchange for another basket of assets. If the trade
is accepted, the tendered basket is added to the reserves, while the basket received
by the agent is subtracted from the reserves. Each accepted trade incurs a small fee,
which is distributed pro-rata among the liquidity providers.

CFMMs use a single rule that determines whether or not a proposed trade is
accepted. The rule is based on evaluating a trading function, which depends on the
proposed trade and the current reserves of the CFMM. A proposed trade is accepted
if the value of the trading function at the post-trade reserves (with a small correction
for the trading fee) equals the value at the current reserves, i.e., the function is held
constant. This condition is what gives CFMMs their name. One simple example of
a trading function is the product [Lul7, Butl7], implemented by Uniswap [ZCP18]
and SushiSwap [Sus20]; this CFMM accepts a trade only if it leaves the product of
the reserves unchanged. Several other functions can be used, such as the sum or the
geometric mean (which is used by Balancer [MM19]).

For trades involving just two assets, CFMMs are very simple to understand, via a
scalar function that relates how much of one asset is required to receive an amount
of the other, and vice versa. Thus the choice of a two-asset trade involves only one
scalar quantity: how much you propose to tender (or, equivalently, how much you
propose to receive).

For general trades, in which many assets may be simultaneously exchanged,
CFMMs are more difficult reason about. When multiple assets are tendered, there
can be many baskets that can be tendered to receive a specific basket of assets, and
vice versa, there are many choices of the received basket, given a fixed one that is
tendered. Thus the choice of a multi-asset trade is more complex than just specify-
ing an amount to tender or receive. In this case, the trader may wish to tender and
receive baskets that are most aligned with their preferences or utility (e.g., one that
maximizes their risk-adjusted return).

In all practical cases, including the ones mentioned above, the trading function
is concave [AC20]. In this paper, we make use of this fact to formulate various
multi-asset trading problems as convex optimization problems. Because convex opti-
mization problems can be solved reliably and efficiently (in theory and in practice)
[BV04], we can solve the formulated trading problems exactly. This gives a prac-
tical solution to the problem of choosing among many possible multi-asset trades:
the trader articulates their objective and constraints, and a solution to this problem
determines the baskets of assets to be tendered and received.
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Outline. We start by surveying related work in Sect. 1.1. In Sect. 2, we give acomplete
description of CFMMs, describing how agents may trade with a CFMM, as well as
add or remove liquidity. In Sect.3, we study some basic properties of CFMMs,
many of which rely on the concavity of the trading function. In Sect.4 we examine
trades involving just two assets, and show how to understand them via two functions
that give the amount of asset received for a given quantity of the tendered asset.
Finally, in Sect. 5, we formulate the general multi-asset trading problem as a convex
optimization problem and give some specific examples.

1.1 Background and Related Work

Blockchain. CFMMs are typically implemented on a blockchain: a decentralized,
permissionless, and public ledger. The blockchain stores accounts, represented by
cryptographic public keys, and associated balances of one or more cryptocurrencies.
A blockchain allows any two accounts to securely transact with each other without
the need for a trusted third party or central institution, using public-key cryptogra-
phy to verify their identities. Executing a transaction, which alters the state of the
blockchain, costs the issuer a fee, typically paid out to the individuals providing
computational power to the network. (This network fee depends on the amount of
computation a transaction requires and is paid in addition to the CFMM trading fee
mentioned above and described below.)

Blockchains are highly tamper resistant: they are replicated across a network of
computers and kept in consensus via simple protocols that prevent invalid transactions
such as double-spending of a coin. The consensus protocol operates on the level of
blocks (bundles of transactions), which are verified by the network and chained
together to form the ledger. Because the ledger is public, anyone in the world can
view and verify all account balances and the entire record of transactions.

The idea of a blockchain originated with a pseudonymously authored whitepaper
that proposed Bitcoin, widely considered to be the first cryptocurrency [Nak08].

Cryptocurrencies. A cryptocurrency is a digital currency implemented on a
blockchain. Every blockchain has its own native cryptocurrency, which is used to
pay the network transaction fees (and can also be used as a standalone currency).

A given blockchain may have several other cryptocurrencies implemented on it.
These additional currencies are sometimes called fokens, to distinguish them from
the base currency. There are thousands of tokens in circulation today, across various
blockchains. Some, like the Uniswap token UNI, give holders rights over the gover-
nance of a protocol, while others, like USDC, are stablecoins, pegged to the market
value of some external or real-world currency or commodity.

Smart contracts. Modern blockchains, such as Ethereum [But13, Woo14], Polkadot
[Woo16], and Solana [Yak18], allow anyone to deploy arbitrary stateful programs
called smart contracts. A contract’s public functions can be invoked by anyone,
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via a transaction sent through the network and addressed to the contract. (The term
‘smart contract’ was coined in the 1990s, to refer to a set of promises between agents
codified in a computer program [Sza95].) Because creators are free to compose
deployed contracts or remix them in their own applications, software ecosystems on
these blockchains have developed rapidly.

CFMMs are implemented using smart contracts, with functions for trading, adding
liquidity, and removing liquidity. Their implementations are usually simple. For
example, Uniswap v2 is implemented in just 200 lines of code. In addition to DEXs,
many other financial applications have been deployed on blockchains, including lend-
ing protocols (e.g., [aav21, com21]) and various derivatives (e.g., [uma21, dyd21]).
The collection of financial applications running on blockchains is known as decen-
tralized finance, or DeFi for short.

Exchange-traded funds. CFMMs have some similarities to exchange-traded funds
(ETFs). A CFMM’s liquidity providers are analogous to an ETF’s authorized par-
ticipants; adding liquidity to a CFMM is analogous to the creation of an ETF share,
and subsequently removing liquidity is analogous to redemption. But while the list
of authorized participants for an ETF is typically very small, anyone in the world
can provide liquidity to a CFMM or trade with it.

Comparison to order books. In an order book, trading a basket of multiple assets
for another basket of multiple assets requires multiple separate trades. Each of these
trades would entail the blockchain fee, increasing the total cost of trading to the
trader. In addition, multiple trades cannot be done at the same time with an order
book, exposing the trader to the risk that some of the trades go through while others
do not, or that some of the trades will execute at unfavorable prices. In a CFMM,
multiple asset baskets are exchanged in one trade, which either goes through as one
group trade, or not at all, so the trader is not exposed to the risk of partial execution.
Another advantage of CFMMs over order book exchanges is their efficiency of
storage, since they do not need to store and maintain a limit order book, and their com-
putational efficiency, since they only need to evaluate the trading function. Because
users must pay for computation costs for each transaction, and these costs can often
be nonnegligible in some blockchains, exchanges implementing CFMMs can often
be much cheaper for users to interact with than those implementing order books.

Previous work. Academic work on automated market makers began with the study of
scoring rules within the statistics literature, e.g., [Win69]. Scoring rules furnish prob-
abilities for baskets of events, which can be viewed as assets or tokens in a prediction
market. The output probability from a scoring rule was first proposed as a pricing
mechanism for a binary option (such as a prediction market) in [Han03]. Unlike
CFMMEs, these early automated market makers were shown to be computationally
complicated for users to interact with. For example, Chen [CFL+08] demonstrated
that computing optimal arbitrage portfolios in logarithmic scoring rules (the most
popular class of scoring rules) is #P-hard.

The first CFMM on Ethereum (the most commonly used blockchain for smart
contracts) was Uniswap [ZCP18, AZS+21]. The first formal analysis of Uniswap
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was first done in [AKC+20] and extended to general concave trading functions
in [AC20]. Evans [Eva20] first proved that constant mean market makers could repli-
cate a large set of portfolio value functions. The converse result was later proven,
providing a mechanism for constructing a trading function that replicates a given
portfolio value function [AEC21b]. Analyses of how fees [EAC21, TW20] and trad-
ing function curvature [AEC20, Aoy20, Al21] affect liquidity provider returns are
also common in the literature. Finally, we note that there exist investigations of pri-
vacy in CFMMs [AEC21a], suitability of liquidity provider shares as a collateral
asset [CAEK21], and the question of triangular arbitrage [WCDW21] in CFMMs.

1.2 Convex Analysis and Optimization

Convex analysis. A function f : D — R, with D C R”, is convex if D is a convex
set and

fOx+A=0)y) <0f(x)+A—-0)f(),

for 0 <6 <1 and all x, y € D. It is common to extend a convex function to an
extended-valued function that maps R” to R U {oo}, with f(x) = +oo for x ¢ D.
A function f is concave if — f is convex [BV04, Chap. 3].

When f is differentiable, an equivalent characterization of convexity is

f@ =)+ Vi —x),

for all z, x € D. A differentiable function f is concave if and only if for all z, x € D
we have

f@ < fE)+VFET(z—x). (1)

The right-hand side of this inequality is the first-order Taylor approximation of the
function f at x, so this inequality states that for a concave function, the Taylor
approximation is a global upper bound on the function.

By adding (1) and the same inequality with x and z swapped, we obtain the
inequality

(V@) =V )N (z—x) <0, )
valid for any concave f and z,x € D. This inequality states that for a concave
function f, —V f is a monotone operator [RB16].

Convex optimization. A convex optimization problem has the form
minimize fo(x)

subjectto fi(x) <0, i=1,...,m
gix)=0, i=1,...,p,

[y
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where x € R" is the optimization variable, the objective function f; : D — R and
inequality constraint functions f; : D — R are convex, and the equality constraint
functions g; : R” — R are affine, i.e., have the form g;(x) = aiT x + b; for some
a; € R" and b; € R. (We assume the domains of the objective and inequality func-
tions are the same for simplicity.) The goal is to find a solution of the problem,
which is a value of x that minimizes the objective function, among all x satisfying
the constraints f;(x) <0,i =1,...,m,and g;(x) =0,i =1, ..., p [BV04, Chap.
4]. In the sequel, we will refer to the problem of maximizing a concave function,
subject to convex inequality constraints and affine equality constraints, as a convex
optimization problem, since this problem is equivalent to minimizing — fj subject to
the constraints.

Convex optimization problems are notable because they have many applications,
in a wide variety of fields, and because they can be solved reliably and efficiently
[BVO04]. The list of applications of convex optimization is large and still growing. It
has applications in vehicle control [SBOS, Blal6, LB14], finance [CT06, BBD+17],
dynamic energy management [MBBW 19], resource allocation [ABN+21], machine
learning [FHTO1, BPC+11], inverse design of physical systems [AVB21], circuit
design [HBLO1, BKPHOS5], and many other fields.

In practice, once a problem is formulated as a convex optimization problem, we
can use off-the-shelf solvers (software implementations of numerical algorithms)
to obtain solutions. Several solvers, such as OSQP [SBG+20], SCS [OCPB16],
ECOS [DCB13], and COSMO [GCG19], are free and open source, while others,
like MOSEK [ApS19], are commercial. These solvers can handle problems with
thousands of variables in seconds or less, and millions of variables in minutes. Small
to medium-size problems can be solved extremely quickly using embedded solvers
[DCB13, SBG+20, WB10] or code generation tools [MB12, CPDB13, BSM+17].
For example, the aerospace and space transportation company SpaceX uses CVX-
GEN [MB12] to solve convex optimization problems in real-time when landing the
first stages of its rockets [Blal6].

Domain-specific languages for convex optimization. Convex optimization prob-
lems are often specified using domain-specific languages (DSLs) for convex opti-
mization, such as CVXPY [DB16, AVDB18] or JuMP [DHL17], which compile
high-level descriptions of problems into low-level standard forms required by solvers.
The DSL then invokes a solver and retrieves a solution on the user’s behalf. DSLs
vastly reduce the engineering effort required to get started with convex optimization,
and in many cases are fast enough to be used in production. Using such DSLs, the
convex optimization problems that we describe later can all be implemented in just
a few lines of code that very closely parallel the mathematical specification of the
problems.
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2 Constant Function Market Makers

In this section, we describe how CFMMs work. We consider a DEX with n > 1
assets, labeled 1, ..., n, that implements a CFMM. Asset n is our numeraire, the
asset we use to value and assign prices to the others.

2.1 CFMM State

Reserve or pool. The DEX has some reserves of available assets, given by the vector
R € R, where R; is the quantity of asset i in the reserves.

Liquidity provider share weights. The DEX maintains a table of all the liquidity
providers, agents who have contributed assets to the reserves. The table includes
weights representing the fraction of the reserves each liquidity provider has a claim
to. We denote these weights as vy, ..., vy, where N is the number of liquidity
providers. The weights are nonnegative and sum to one, i.e., v > 0, and ZZN: v =L
The weights v; and the number of liquidity providers N can change over time, with
addition of new liquidity providers, or the deletion from the table of any liquidity
provider whose weight is zero.

State of the CFMM. The reserves R and liquidity provider weights v constitute the
state of the DEX. The DEX state changes over time due to any of the three possible
transactions: a trade (or exchange), adding liquidity, or removing liquidity. These
transactions are described in Sects.2.2 and 2.6.

2.2 Proposed Trade

A proposed trade (or proposed exchange) is initiated by an agent or trader, who
proposes to trade or exchange one basket of assets for another. A proposed trade
specifies the tender basket, with quantities given by A € R’, which is the basket of
assets the trader proposes to give (or tender) to the DEX, and the received basket,
the basket of assets the trader proposes to receive from the DEX in return, with
quantities given by A € R’. Here A; (A;) denotes the amount of asset i that the
trader proposes to tender to the DEX (receive from the DEX). In the sequel, we will
refer to the vectors that give the quantities, i.e., A and A, as the tender and receive
baskets, respectively.

The proposed trade can either be rejected by the DEX, in which case its state does
not change, or accepted, in which case the basket A is transferred from the trader
to the DEX, and the basket A is transferred from the DEX to the trader. The DEX
reserves are updated as

R"=R+A—A, 3)
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where R denotes the new reserves. A proposed trade is accepted or rejected based
on a simple condition described in Sect. 2.3, which always ensures that Rt > 0.

Disjoint support of tender and receive baskets. Intuition suggests that a trade
would not include an asset in both the proposed tender and receive baskets, i.e., we
should not have A; and A; both positive. We will see later that while it is possi-
ble to include an asset in both baskets, it never makes sense to do so. This means
that A and A can be assumed to have disjoint support, i.e., we have A; A; = 0 for
each i. This allows us to define two disjoint sets of assets associated with a proposed
or accepted trade:

T={ilA >0}, R={i|A >0}

Thus 7 are the indices of assets the trader proposes to give to the DEX, in exchange
for the assets with indices in R. If j ¢ 7 U R, it means that the proposed trade does
not involve asset j,ie., Aj = A; =0.

Two-asset and multi-asset trades. A very common type of proposed trade involves
only two assets, one that is tendered and one that is received, i.e., |7| = |R| = 1.
Suppose 7 = {i} and R = {j}, with i # j. Then we have A = de; and A = Xe;,
where e; denotes the ith unit vector, and A > 0 is the quantity of asset j the trader
wishes to receive in exchange for the quantity 6 > 0 of asset i. (This is referred to
as exchanging asset i for asset j.) When a trade involves more than two assets, it is
called a multi-asset trade. We will study two-asset and multi-asset trades in Sect. 4
and Sect. 5, respectively.

2.3 Trading Function

Trade acceptance depends on both the proposed trade and the current reserves. A
proposed trade (A, A) is accepted only if

P(R+7A = A) = ¢(R), 4)

where ¢ : R}, — R is the trading function associated with the CFMM, and the
parameter v € (0, 1] introduces a trading fee (when v < 1). The “constant function”
in the name CFMM refers to the acceptance condition (4).

We can interpret the trade acceptance condition as follows. If v = 1, a proposed
trade is accepted only if the quantity ¢(R) does not change, i.e., (R™) = ©(R).
When v < 1 (with typical values being very close to one), the proposed trade is
accepted based on the devalued tendered basket yA. The reserves, however, are
updated based on the full tendered basket A as in (3).

Properties. We will assume that the trading function ¢ is concave, increasing, and
differentiable. Many existing CFMMs are associated with functions that satisfy the
additional property of homogeneity, i.e., p(aR) = ap(R) for o > 0.
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2.4 Trading Function Examples

‘We mention some trading functions that are used in existing CFMMs.

Linear and sum. The simplest trading function is linear,
SO(R) = PTR = lel +--- anna

with p > 0, where p; can be interpreted as the price of asset i. The trading
condition (4) simplifies to
ypTA =pTA.

We interpret the right-hand side as the total value of received basket, at the prices
given by p, and the left-hand side as the value of the tendered basket, discounted by
the factor .

A CFMM with p =1, i.e., all asset prices equal to one, is called a constant sum
market maker. The CFMM mStable, which held assets that were each pegged to the
same currency, was one of the earliest constant sum market makers.

Geometric mean. Another choice of trading function is the (weighted) geometric
mean,

n
eR) =[]R".
i=1

where total w > 0 and 17w = 1. Like the linear and sum trading functions, the
geometric mean is homogeneous.

CFMMs that use the geometric mean are called constant mean market makers. The
CFMMs Balancer [MM19], Uniswap [ZCP18], and SushiSwap [Sus20] are examples
of constant mean market makers. (Uniswap and SushiSwap use weights w; = 1/n,
and are sometimes called constant product market makers [AKC+20, AC20].)

Other examples. Another example combines the sum and geometric mean functions,

p(R)=(1—-a)1"R+a]]R".

i=1

where a € [0, 1] is a parameter, w > 0, and 17w = 1. This trading function yields a
CFMM that interpolates between a constant sum market (when a = 0) and a constant
geometric mean market (when o« = 1). Because it is a convex combination of the
sum and geometric mean functions, which are themselves homogeneous, the resulting
function is also homogeneous.

The CFMM known as Curve [Ego19] uses the closely related trading function

o(Ry=1"R — a]_[R;‘,

i=1
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where a > 0. Unlike the previous examples, this trading function is not homoge-
neous.

2.5 Prices and Exchange Rates

In this section, we introduce the concept of asset (reported) prices, based on a first-
order approximation of the trade acceptance condition (4). These prices inform how
liquidity can be added and removed from the CFMM, as we will see in Sect. 2.6.

Unscaled prices. We denote the gradient of the trading function as P = V@ (R). We
refer to P, which has positive entries since ¢ is increasing, as the vector of unscaled
prices,

dp

P =Vo(R); = R

(R), i=1,...,n. (5)

To see why these numbers can be interpreted as prices, we approximate the exchange
acceptance condition (4) using its first-order Taylor approximation to get

0=@[R+vA—A) —p(R) ~ Vo(R)" (YA — A) = PT(yA — A),

when YA — A is small, relative to R. We can express this approximation as

’}/ZP,A,Q’/ZP,Al (6)

ieT ieER

The right-hand side is the value of the received basket using the unscaled prices P;.
The left-hand side is the value of the tendered basket using the unscaled prices P;,
discounted by the factor 7.

Prices. The condition (6) is homogeneous in the prices, i.e., it is the same condition
if we scale all prices by any positive constant. The reported prices (or just prices) of
the assets are the prices relative to the price of the numeraire, which is asset n. The
prices are

(The price of the numeraire is always 1.) In general, the prices depend on the reserves
R. (The one exception is with a linear trading function, in which the prices are
constant.) In terms of prices, the condition (6) is

VY pidi~ Y piA;. (7)

ieT ieR
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We observe for future use that the prices for two values of the reserves R and R
are the same if and only if ~
Ve(R) = aVe(R), )

for some o > 0.

Geometric mean trading function prices. For the special case ¢(R) =[]/, R;",
with w; > 0and ) _, w; = 1, the unscaled prices are

P =Vo(R) =R (wiR ", w2k, ..., waR, "),
and the prices are
wiRn . 1 (9)
= , i=1,...,n.
Pi o R;

Exchange rates. In a two-asset trade with A = de; and A = e j» 1.€., we are
exchanging asset i for asset j, the exchange rate is

L YeRr R m

TUVeR),; P
This is approximately how much asset j you get for each unit of asset i, for a small
trade. Note that E;; E;; = 72 < 1, when v < 1, i.e., round-trip trades lose value.

These are first-order approximations. We remind the reader that the various con-
ditions described above are based on a first-order Taylor approximation of the trade
acceptance condition. A proposed trade that satisfies (7) is not (quite) valid; it is
merely close to valid when the proposed trade baskets are small compared to the
reserves. This is similar to the midpoint price (average of bid and ask prices) in an
order book; you cannot trade in either direction exactly at this price.

Reserve value. The value of the reserves (using the prices p) is given by

Vo(R)TR
Tp_ »(R)

V= .
Vo(R),

(10)

When ¢ is homogeneous we can use the identity Vo(R)T R = (R) to express the

reserves value as R
V = pTR = AN

- . 11
Vo(R), .

2.6 Adding and Removing Liquidity

In this section, we describe how agents called liquidity providers can add or remove
liquidity from the reserves. When an agent adds liquidity, she adds abasket W € R’} to
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the reserves, resulting in the updated reserves R™ = R + W. When an agent removes
liquidity, she removes a basket W € R’} from the reserves, resulting in the updated
reserves Rt = R — W. (We will see below that the condition for removing liquid-
ity ensures that R™ > 0.) Adding or removing liquidity also updates the liquidity
provider share weights, as described below.

Liquidity change condition. Adding or removing liquidity must be done in a way
that preserves the asset prices. Using (8), this means we must have

Vp(RT) = aVp(R), (12)

for some o > 0. (We will see later that o > 1 corresponds to removing liquidity, and
a < 1 corresponds to adding liquidity.) This liquidity change condition is analogous
to the trade exchange condition (4). We refer to W as a valid liquidity change if this
condition holds.

The liquidity change condition (12) simplifies in some cases. For example, with
a linear trading function the prices are constant, so any basket can be used to add
liquidity, and any basket with W < R can be removed. (The constraint comes from
the requirement R > 0, the domain of ¢.)

Liquidity change condition for homogeneous trading function. Another simpli-
fication occurs when the trading function is homogeneous. For this case, we have,
for any a > 0,

Vo(aR) = Vo(R),

(by taking the gradient of p(aR) = aw(R) with respect to R). This means that ¥ =
VR, for v > 0, is a valid liquidity change (provided v < 1 for liquidity removal). In
words: you can add or remove liquidity by adding or removing a basket proportional
to the current reserves.

Liquidity provider share update. Let V = p” R denote the value of the reserves
before the liquidity change, and V*t = (p*)TR* = p” R* the value after. The
change in reserve value is V™ — V = p” W when adding liquidity, and V* — V =
—pT W when removing liquidity. Equivalently, p” W is the value of the basket a lig-
uidity provider gives, when adding liquidity, or receives when removing liquidity.
The fractional change in reserve value is (V' — V)/ V™.

When liquidity provider j adds or removes liquidity, all the share weights are
adjusted pro-rata based on the change of value of the reserves, which is the value of
the basket she adds or removes. The weights are adjusted to

N7A%4 Vt—V)/Vt i=j
R A (13
v V/VT i #j.
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Thus the weight of liquidity provider j is increased (decreased) by the fractional
change in reserve value when she adds (removes) liquidity. These new weights are
also nonnegative and sum to one.

When ¢ is homogeneous and we add liquidity with the basket ¥ = v R, with
v>0,wehave V, = (1 +v)pTR, so

V/VI=1/0+v), (VT =V)/VF=v/1+v).

The weight updates for adding liquidity W = v R are then

o N/t =
’ vi/(14v) i # .

For removing liquidity with the basket W = v R, we replace v with —v in the formulas
above, along with the constraint v < v;.

2.7 Agents Interacting with CFMMs

Agents seeking to trade or add or remove liquidity make proposals. These proposals
are accepted or not, depending on the acceptance conditions given above. A proposal
can be rejected if another agent’s proposed action is accepted (processed) before their
proposed action, thus changing R and invalidating the acceptance condition.

Slippage thresholds. One practical and common approach to mitigating this problem
during trading is to allow agents to set a slippage threshold on the received basket.
This slippage threshold, represented as some percentage 0 <7 < 1, is simply a
parameter that specifies how much slippage the agent is willing to tolerate without
their trade failing. In this case, the agent presents some trade (A, A) along with a
threshold 7, and the contract accepts the trade if there is some number « satisfying
7 < « such that the trade (A, awA) can be accepted. In other words, the agent allows
the contract to devalue the output basket by at most a factor of 7). If no such value of
« exists, the trade fails.

Maximal liquidity amounts. While setting slippage thresholds can help with reduc-
ing the risk of trades failing, another possible failure mode can occur during the
addition of liquidity. A simple solution to this problem is that the liquidity provider
specifies some basket W to the CFMM contract, and the contract accepts the largest
possible basket W~ such that ¥~ < W, returning the remaining amount, ¥ — W™,
to the liquidity provider. In other words, ¥ can be seen as the maximal amount of
liquidity a user is willing to provide.



428 G. Angeris et al.

3 Properties

In this section, we present some basic properties of CFMMs.

3.1 Properties of Trades

Non-uniqueness. If we replace the trading function ¢ with ¢ = h o ¢, where 4 is
concave, increasing, and differentiable, we obtain another concave increasing differ-
entiable function. The associated CFMM has the same trade acceptance condition,
the same prices, the same liquidity change condition, and the same liquidity provider
share updates as the original CFMM.

Maximum valid receive basket. Any valid trade satisfies (R + YA — A) = ¢(R),
so in particular R + YA — A > 0. Since we assume A and A have non-overlapping
support, it follows that

A <R.

A valid trade cannot ask to receive more than is in the reserves.

Non-overlapping support for valid tender and receive baskets. Here we show
why a valid proposed trade with A; > 0 and A; > 0 for some k does not make
sense when y < 1, justifying our assumption that this never happens. Let (A, A) be
a proposed trade that coincides with (A, A) except in the kth components, which we
set to

A=A —7/y, A=A —T,

where 7 = min{yAy, Ay} > 0. Evidently A >0, A > (, and
R+~vA —A=R+~A—A,

so the proposed trade (A, A) is also valid. If the trader proposes this trade instead of
(A, A), the net change in her assets is

. . 1
A—A:A—A+<——1)7'ek.
Y

The last vector on the right is zero in all entries except k, and positive in that entry.
Thus the valid proposed trade (A, IN\) has the same net effect as the trade (A, A),
except that the trader ends up with a positive amount more of the kth asset. Assuming
the kth asset has value, we would always prefer this.

Trades increase the function value. For an accepted nonzero trade, we have

P(RT)=p(R+A—A) > p(R+~vA — A) = ¢o(R),
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since ¢ is increasing and R + A — A > R 4+ yA — A, with at least one entry being
strictly greater, whenever v < 1.
We can derive a stronger inequality using concavity of ¢, which implies that

O(R+7A —A) <@o(R+A—AN)+(—DVe(R+A—ANTA.
This can be rearranged as
e(RY) = o(R) + (1 —1(PHA,

where PT = V(R™) are the unscaled prices at the reserves R™. This tells us the
function value increases at least by (1 — ) times the value of tendered basket at the
unscaled prices.

Trading cost is positive. Suppose (A, A) is a valid trade. The net change in the
trader’s holdings is A — A. We can interpret 6 = p’ (A — A) as the decrease in
value of the trader’s holdings due to the proposed trade, evaluated at the current
prices. We can interpret § as a trading cost, evaluated at the pre-trade prices, and now
show it is positive.

Since ¢ is concave, we have

©(R+7vA — A) < o(R) + Vo(R) (yA — A).
Using (R + yA — A) = @(R), this implies
0<VoR)' (7A—A) =P (vA - N).
From this we obtain
PT(A—A)=PT(yA-AN)+ 1 —-7)PTA>1—-7PTA.

Dividing by P, gives
§=1—ypTA.

Thus the trading cost is always at least a factor (1 — «) of pT A, the total value of
the tendered basket.

The trading cost § is also the increase in the total reserve value, at the current
prices. So we can say that each trade increases the total reserve value, at the current
prices, by at least (1 — «) times the value of the tendered basket.
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3.2 Properties of Liquidity Changes

Liquidity change condition interpretation. One natural interpretation of the lig-
uidity change condition (12) is in terms of a simple optimization problem. We seek
a basket W that maximizes the post-change trading function value subject to a given
total value of the basket at the current prices,

maximize ©(R™)

(14)
subjectto  p’ (Rt —R) < M.

Here the optimization variable is R* € R’ , and M is the desired value of the basket
W at the current prices, for adding liquidity, or its negative, for removing liquidity.
The optimality conditions for this convex optimization problem are

pT(RT—R) <M, V(R —vp=0,

where v > 0 is a Lagrange multiplier. Using p = V@ (R)/V(R),, the second con-
dition is

Vo(RT) = V(R),

Vo(R)n

which is (12) with @ = v/V(R),. We can easily recover the trading basket ¥ from
Rt since W = Rt — R.

Liquidity provision problem. When the trading function is homogeneous, it is easy
to understand what baskets can be used to add or remove liquidity: they must be
proportional to the current reserves. In other cases, it can be difficult to find an R
that satisfies (12). In the general case, however, the convex optimization problem (14)
can be solved to find the basket W that gives a valid liquidity change, with M denoting
the total value of the added basket (when M > 0) or removed basket (when M < 0).

Liquidity change and the gradient scale factor «. Suppose that we add or remove
liquidity. Since ¢ is concave (2) tells us that

(V(RY) = Vo(R)"(RT — R) <0.
Using Vo(R1) = aV@(R), this becomes
(@ = DVe(R)(RT = R) <0.
We have Vio(R) > 0. If we add liquidity, we have R* — R > 0 and RT — R # 0,

s0 Vio(R)T (RT — R) > 0. From the inequality above we conclude that o < 1. If we
remove liquidity, a similar arguments tells us that o > 1.
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4 Two-Asset Trades

Two-asset trades, sometimes called swaps, are some of the most common types of
trades performed on DEXSs. In this section, we show a number of interesting properties
of trades in this common special case.

4.1 Exchange Functions

Suppose we exchange asset i for asset j, so A = de; and A = e, with 6 > 0,
A > 0. The trade acceptance condition (4) is

(R +yde; — Aej) = (R). 15)

The left-hand side is increasing in ¢ and decreasing in A, so for each value of § there
is at most one valid value of )\, and for each value of )\, there is at most one valid
value of 4. In other words, the relation (15) between A and - defines a one-to-one
function. This means that two-asset trades are characterized by a single parameter,
either 6 (how much is tendered) or A (how much is received).

Forward exchange function. Define F : R, — R, where F () is the unique A that
satisfies (15). The function F is called the forward exchange function, since F (§)
is how much of asset j you get if you exchange § of asset i. The forward exchange
function F is increasing since  is componentwise increasing and nonnegative since
F(0) = 0. We will now show that the function F is concave.

Concavity. Using the implicit function theorem on (15) with A = F(§), we obtain

/
F'(9) =7m, (16)
Vo(R');
where we use R’ = R + yde; — F(d)e; to simplify notation. To show that F is
concave, we will show that, for any nonnegative trade amounts ¢, ' > 0, the function
F satisfies
F (") < F'(0)(0' = d) + F(0), (17)

which establishes that F' is concave.
We write R” = R + yd’e; — F(6')e;, and note that o(R) = ¢@(R’) = ¢(R") from
the definition of F. Since ¢ is concave it satisfies
P(R") < Vo(RY(R" = R) + ¢(R),
so Vo(R)HT(R" — R’) > 0. Using the definitions of R” and R’, we have

0 <79 = )Vp(R); — (F() — F(0))Vp(R);.
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Dividing by V(R’); and using (16), we obtain (17).

Reverse exchange function. Define G : R, — R U {00}, where G () is the unique
¢ that satisfies (15), or G(\) = oo is there is no such ¢. The function G is called the
reverse exchange function, since G () is how much of asset i you must exchange,
to receive A\ of asset j. In a similar way to the forward trade function, the reverse
exchange function is nonnegative and increasing, but this function is convex rather
than concave. (This follows from a nearly identical proof.)

Forward and reverse exchange functions are inverses. The forward and reverse
exchange functions are inverses of each other, i.e., they satisfy

G(F(©) =0, F(GW)=A,

when both functions are finite.

Analogous functions for a limit order book market. There are analogous functions
in a market that uses a limit order book. They are piecewise linear, where the slopes
are the different prices of each order, while the distance between the kink points is
equal to the size of each order. The associated functions have the same properties,
i.e., they are increasing, inverses of each other, F is concave, and G is convex.

Evaluating F and G. In some important special cases, we can express the functions
F and G in a closed form. For example, when the trading function is the sum function,
they are

F(8) = min{~4. R}, G<A>={A” M7= R
+o0o otherwise.

When the trading function is the geometric mean, the functions are

Rwi/w,- R w;/w;
FO =R |1 - ——— ], GO\ = J —1),
( ) J < (Ri +,y§)u)[/1l)j) ( ) y ((R] _ )\)u),-/m )

whenever A < R;, and G(\) = oo otherwise.
On the other hand, when the forward and reverse trading functions F' and G can-
not be expressed analytically, we can use several methods to evaluate them numer-
ically [PTFV92, Sect.9]. To evaluate F(J), we fix § and solve for A in (15). The
left-hand side is a decreasing function of \, so we can use simple bisection to solve
this nonlinear equation. Newton’s method can be used to achieve higher accuracy
with fewer steps. Exploiting the concavity of ¢, it can be shown an undamped New-
ton iteration always converges to the solution. With superscripts denoting iteration,
this is
©(R +vde; — Nee;) — o(R)
V@(R + ’756,’ - )\kej)j

Ak+1 — )\k +

)
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Fig. 1 Left. Forward exchange functions for two values of the reserves. Right. Reverse exchange
functions for the same two values of the reserves

with starting point based on the exchange rate,

N =B, =02
Pj

(It can be shown that the convergence is monotone decreasing.) We note that one of
the largest CFMMs, Curve, uses a trading function that is not homogeneous and uses
this method in production [Ego19].

Slope at zero. Using (16), we see that F'(07) = E;;, i.e., the one-sided derivative
at 0 is exactly the exchange rate for assets i and j. Since F is concave, we have

F(0) < F'(0M)é = E;;6. (18)

This tells us that the amount of asset j you will receive for trading § of asset i is no
more than the amount predicted by the exchange rate.

The one-sided derivative of the reverse exchange function G at0is G'(07) = E i
The analog of the inequality (18) is

G\ =G OHAN=72Eji)\, (19)

which states that the amount of asset i you need to tender to receive an amount of
asset j is at least the amount predicted by the exchange rate.

Examples. Figure 1 shows the forward and reverse exchange functions for a constant
geometric mean market with two assets and weights w; = 0.2 and w, = 0.8, and
v = 0.997. We show the functions for two values of the reserves: R = (1, 100) and
R = (0.1, 10). The exchange rate is the same for both values of the reserves and
equal to Eyp = ywiRy/wa Ry = 25.
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4.2 Exchanging Multiples of Two Baskets

Here we discuss a simple generalization of two-asset trade, in which we tender and
receive a multiple of fixed baskets. Thus, we have A = §A and A = AA, where
A > 0and ¢ > 0 scale the fixed baskets A and A. When A = e; and A=e¢; » this
reduces to the two-asset trade discussed above.

The same analysis holds in this case as in the simple two-asset trade. We can
introduce the forward and reverse functions F' and G, which are inverses of each other.
They are increasing, F is concave, G is convex, and they satisfy F(0) = G(0) = 0.
We have the inequality

F(6) < EJ,

where E is the exchange rate for exchanging the basket A for the basket A,
given by

_ Vo(R)'A
TVe®TA
There is also an inequality analogous to (19), using this definition of the exchange
rate. We mention two specific important examples in what follows.

Liquidating assets. Let A € R’} denote a basket of assets we wish to liquidate, i.e.,
exchange for the numeraire. We can assume that A, = 0. We then find the o > 0 for
which (A, ae,) is a valid trade, i.e.,

P(R+7A — aey) = @(R). (20)

We can interpret « as the liquidation value of the basket A. We can also show that
the liquidation value is at most as large as the discounted value of the basket; i.e.,
a<vypTA.
To see this, apply (1) to the left-hand side of (20), which gives, after canceling
©(R) on both sides,
Vo(R) (A — ae,) = 0.

Rearranging, we find:
Vo(R)TA
= WVeR) —pTA.
Vp(R),

Purchasing a basket. Let A € R, denote a basket we wish to purchase using the
numeraire. We find a > 0 for which (ae,, A) is a valid trade, i.e.,

(R +yae, — A) = o(R).
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We interpret o as the purchase cost of the basket A. It can be shown that o >
(1/7)pT A, i.e., the purchase cost is at least a factor 1/ more than the value of the
basket, at the current prices. This follows from a nearly identical argument to that of
the liquidation value.

5 Multi-asset Trades

We have seen that two-asset trades are easy to understand; we choose the amount
we wish to tender (or receive), and we can then find the amount we will receive (or
tender). Multi-asset trades are more complex, because even for a fixed receive basket
A, there are many tender baskets that are valid, and we face the question of which
one should we use. The same is true when we fix the tendered basket A: there are
many baskets A we could receive, and we need to choose one. More generally, we
have the question of how to choose the proposed trade (A, A). In the two-asset case,
the choice is parameterized by a scalar, either é or A. In the multi-asset case, there
are more degrees of freedom.

Example. We consider an example with n = 4, geometric mean trading function
with weights w; = 1/4 and fee v = 0.997, with reserves R = (4,5, 6, 7). We fix
the received basket to be A = (2, 4, 0, 0). There are many valid tendered baskets,
which are shown in Fig.2. The plot shows valid values of (A3, Ay), since the first
two components of A are zero.

0 20 40 60 80 l(I)O
Ay

Fig. 2 Valid tendered baskets (A3, A4) for the received basket A = (2, 4,0, 0)
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5.1 The General Trade Choice Problem

We formulate the problem of choosing (A, A) as an optimization problem. The net
change in holdings of the trader is A — A. The trader judges a net change in holdings
using a utility function U : R” — R U {—o0}, where she prefers (A, A) to (A, ZN\) if
UA—-A) > U([\ — A). The value —oo is used to indicate that a change in holdings
is unacceptable. We will assume that U is increasing and concave. (Increasing means
that the trader would always prefer to have a larger net change than a smaller one,
which comes from our assumption that all assets have value.)
To choose a valid trade that maximizes utility, we solve the problem

maximize UA—-A) 21
subjectto  @(R+~vA —A)=¢(R), A>0, A=>0,
with variables A and A. Unfortunately, the constraint (R + yA — A) = ©(R) is
not convex (unless the trading function is linear), so this problem is not in general
convex.
Instead we will solve its convex relaxation, where we change the equality con-
straint to an inequality to obtain the convex problem

maximize UA—-A) 22)
subjectto (R +~vA — A) > p(R), A>0, A=>0,
which is readily solved. It is easy to show that any solution of (22) satisfies ©(R +
YA — A) = p(R) and so is also a solution of the problem (21). (If a solution satisfies
(R +~vA — A) > ¢(R), we can decrease A or increase A a bit, so as to remain
feasible and increase the objective, a contradiction.)
Thus we can (globally and efficiently) solve the non-convex problem (21) by
solving the convex problem (22).

No-trade condition. Assuming U (0) > —oo, the solution to the problem (22) can
be A = A = 0, which means that trading does not increase the trader’s utility, i.e.,
the trader should not propose any trade. We can give simple conditions under which
this happens for the case when U is differentiable. They are

yp =aVU(Q) < p, (23)
for some o > 0. We can interpret the set of prices p for which this is true, i.e.,

K ={peR} |yp <aVU(0) < p for some a > 0},

as the no-trade cone for the utility function U. (It is easy to see that K is a convex
polyhedral cone.)
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We interpret VU (0) as the vector of marginal utilities to the trader, and p as the
prices of the assets in the CFMM. For v = 1, the condition says that we do not trade
when the marginal utility is a positive multiple of the current asset prices; if this does
not hold, then the solution of the trading problem (22) is nonzero, i.e., the trader
should trade to increase her utility. When v < 1, the trader will not trade when the
prices are in K.

To derive condition (23), we first derive the optimality conditions for the problem
(22). We introduce the Lagrangian

LA, A, N\ w, k) =U(A — A)+ AM@(R+7A — A) — p(R) + wl A + kT A,

where A € Ry, w € RY, and s € R/} are dual variables or Lagrange multipliers for
the constraints. The optimality conditions for (22) are feasibility, along with

VaL =0, VaL =0.
The choice A = 0, A = 0 is feasible and satisfies this condition if
VaL(0,0, N\, w, k) =0, VAaL(0,0, A\, w, k) =0.
These are
—VU@©) +MVeR)+w=0, VUQO) —AVe(R)+r =0,
which we can write as
VU (0) = MyVe(R), VU (0) < AVe(R).

Dividing these by AP,, we obtain (23), with a = 1/(AP,).

5.2 Special Cases

Linear utility. When U (z) = 77 z, with 7 > 0, we can interpret 7 as the trader’s
private prices of the assets, i.e., the prices she values the assets at. From (23), we see
that the trader will not trade if her private asset prices satisfy

yp<am<p 4)

for some o > 0.
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In the special case where 7 satisfies

(7T27 e '/Tn) = )\(pZa ey pn)»

for A > 0, i.e., 7 is collinear with p except in the first entry, (24) is satisfied if and
only if
Mypr <m <Ay 'pr.

If A = 1, then this simplifies to the condition

ypr <m <y 'pi.

(This will arise in an example we present below.)

Markowitz trading. Suppose the trader models the return r € R” on the assets over
some period of time as a random vector with mean E» = 1 € R" and covariance
matrix E(r — p)(r — u)T = ¥ e R™", If the trader holds a portfolio of assets z €
RY, the return is rT z; the expected portfolio return is 1 z and the variance of the
portfolio returnis z” ¥ z. In Markowitz trading, the trader maximizes the risk-adjusted
return, defined as uTz — kzI X7, where k > 0Ois the risk-aversion parameter [Mar52,
BBD+17]. This leads to the Markowitz trading problem

maximize p'z — k' 2z

subjectto z=z""—A+ A
©(R+~vA = A) = o(R)
A>0, A=0,

(25)

with variables z, A, A, where z°*" is the trader’s current holdings of assets. This is
the general problem (22) with concave utility function

U(Z) — MT(ZCUW + Z) _ KJ(ZCUIT + Z)TE(ZCUIT + Z)

A well-known limitation of the Markowitz quadratic utility function U, i.e., the
risk-adjusted return, is that it is not increasing for all Z, which implies that the
trading function relaxation need not be tight. However, for any sensible choice of
the parameters p and %, it is increasing for the values of Z found by solving the
Markowitz problem (25), and the relaxation is tight. As a practical matter, if a solution
of (25) does not satisfy the trading constraint, then the parameters are inappropriate.

Expected utility trading. Here the trader models the returns » € R™ on the assets
over some time interval as random, with some known distribution. The trader seeks
to maximize the expected utility of the portfolio return, using a concave increasing
utility function ¥ : R — R to introduce risk aversion. (Thus we use the term utility
function to refer to both the trading utility function U : R}, — R and the portfolio
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return utility function ¢ : R — R, but the context should make it clear which is
meant.) This leads to the problem

maximize Ev(r!z)

subjectto z=z""—A+ A
P(R+~7A—A) = ¢(R)
A Z 01 A Z O?

(26)

where the expectation is over r. This is the general problem (22), with utility
U(Z) =By ™ + 2)),

which is concave and increasing.

This problem can be solved using several methods. One simple approach is to
replace the expectation with an empirical or sample average over some Monte Carlo
samples of 7, which leads to an approximate solution of (26). The problem can also be
solved using standard methods for convex stochastic optimization, such as projected
stochastic gradient methods.

5.3 Numerical Examples

In this section, we give two numerical examples.

Linear utility. Our first example involves a CFMM with six assets, geometric mean
trading function with equal weights w; = 1/6, and trading fee parameter v = 0.9.
(We intentionally use an unrealistically small value of ~ so the no-trade condition is
more evident.) We take reserves

R=1(1,3,2,5,7,6).
The corresponding prices are given by (9),
p = (R¢/Ri, Rs/Ra, ..., 1) =1(6,2,3,6/5,6/7,1).
We consider linear utility, with the trader’s private prices given by
T = (Ip1, P2s -+ s Pn)s
where ¢ is a parameter that we vary over the interval ¢ € [1/2, 2]. Fort = 1, we have
m = p, i.e., the CFMM prices and the trader’s private prices are the same (and not

surprisingly, the trader does not trade). As we vary ¢, we vary the trader’s private
price for asset 1 by up to a factor of two from the CFMM price.
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Fig. 3 Solutions A — A for the linear utility maximization problem, as the private price for asset
1 is varied by the factor # from the CFMM price. The blue curve shows asset 1

The family of optimal trades is shown in Fig. 3, as a function of the parameter ¢.
We plot A — A versus ¢, which shows assets in the tender basket as negative and the
received basket as positive. The blue curve shows asset 1, which we tender when ¢ is
small, and receive when ¢ is large. The no-trade region is clearly seen as the interval
t €[0.9,1.1].

Markowitz trading. Our second example uses nearly the same CFMM and reserves
as the previous example, but with a more realistic trading fee parameter v = 0.997.
(This is a common choice of trading fee for many CFMMs.) We solve the Markowitz
trading problem (25), with current holdings

M =(2.5,1,0.5,2.5,3, 1),

mean return
©=(=0.01,0.01, 0.03, 0.05, —0.02, 0.02),

and covariance ¥ = VTV /100, where the entries of V € R%*® are drawn from the
standard normal distribution. We solve the optimal trading problem for values of the
risk aversion parameter « varying between 1072 and 10'. (For all of these values,
the trading constraint is tight.) These optimal trades are shown in Fig.4. It is inter-
esting to note that depending on the risk aversion, we either tender or receive assets
2 and 3.

The CVXPY code for the Markowitz optimal trading problem is given below. In
this snippet, we assume that mu, sigma, gamma, kappa, R, and z_curr have been
previously defined. Note that the code closely follows the mathematical description
of the problem given in (25).
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Fig.4 Solutions A — A forinstances of an example Markowitz trading problem as the risk-aversion
parameter « is varied

import cvxpy as cp

delta = cp.Variable(6)
lam = cp.Variable(6)

z = z_curr - delta + lam
R_new = R + gamma*delta - lam

objective = cp.Maximize(z.T @ mu - kappa*cp.quad_form(z, sigma))
constraints = [

cp.geo_mean (R_new) >= cp.geo_mean(R),

delta >= 0,

lam >= 0

]

problem = cp.Problem(objective, constraints)
problem.solve ()

Listing 1 Markowitz trading CVXPY code.

6 Conclusion

We have provided a general description of CFMMs, outlining how users can interact
with a CFMM through trading or adding and removing liquidity. We observe that
many of the properties of CFMMs follow from concavity of the trading function.
In the simple case where two assets are traded or exchanged, it suffices to specify
the amount we wish to receive (or tender), which determines the amount we tender
(receive), by simply evaluating a convex (concave) function. Multi-asset trades are
more complex, since the set of valid trades is multi-dimensional, i.e., multiple tender
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or received baskets are possible. We formulate the problem of choosing from among
these possible valid trades as a convex optimization problem, which can be globally
and efficiently solved.

Acknowledgements The authors would like to acknowledge Shane Barratt for useful discussions.
Guillermo Angeris is supported by the National Science Foundation Graduate Research Fellowship
under Grant No. DGE-1656518. Akshay Agrawal is supported by a Stanford Graduate Fellowship.

References

[aav21] Aave. https://aave.com, 2021

[ABN+21] Akshay Agrawal, Stephen Boyd, Deepak Narayanan, Fiodar Kazhamiaka, and Matei
Zaharia. Allocation of fungible resources via a fast, scalable price discovery method.
arXiv preprint arXiv:2104.00282, 2021

[AC20] Guillermo Angeris and Tarun Chitra. Improved price oracles: Constant function mar-
ket makers. In Proceedings of the 2nd ACM Conference on Advances in Financial
Technologies, pages 80-91, New York NY USA, October 2020. ACM

[AEC20] Guillermo Angeris, Alex Evans, and Tarun Chitra. When does the tail wag the dog?
Curvature and market making. arXiv preprint arXiv:2012.08040, 2020

[AEC21a]  Guillermo Angeris, Alex Evans, and Tarun Chitra. A note on privacy in constant
function market makers. arXiv preprint arXiv:2103.01193, 2021

[AEC21b]  Guillermo Angeris, Alex Evans, and Tarun Chitra. Replicating market makers. arXiv
preprint arXiv:2103.14769, 2021

[AI21] Jun Aoyagi and Yuki Ito. Liquidity implications of constant product market makers.
Available at SSRN 3808755, 2021

[AKC+20] Guillermo Angeris, Hsien-Tang Kao, Rei Chiang, Charlie Noyes, and Tarun Chitra.
An analysis of Uniswap markets. Cryptoeconomic Systems, November 2020

[Aoy20] Jun Aoyagi. Liquidity provision by automated market makers. Available at SSRN
3674178, 2020

[ApS19] MOSEK ApS. MOSEK Optimizer API for Python 9.15.
https://docs.mosek.com/9.1/pythonapi/index.html, 2019

[AVB21] Angeris, G., Vuckovié, J., Boyd, S.: Heuristic methods and performance bounds for
photonic design. Optics Express 29(2), 2827 (2021)

[AVDB18] Agrawal, A., Verschueren, R., Diamond, S., Boyd, S.: A rewriting system for convex
optimization problems. Journal of Control and Decision 5(1), 42—60 (2018)

[AZS+21] Hayden Adams, Noah Zinsmeister, Moody Salem, River Keefer, and Dan Robinson.
Uniswap v3 core. Technical report, 2021

[BBD+17] Boyd, S., Busseti, E., Diamond, S., Kahn, R., Koh, K., Nystrup, P., Speth, J.: Multi-
period trading via convex optimization. Foundations and Trends in Optimization 3(1),
1-76 (2017)

[BKPHO5] Stephen Boyd, Seung-Jean Kim, Dinesh Patil, and Mark Horowitz. Digital circuit
optimization via geometric programming. Operations Research, 53(6), 2005

[Blal6] Lars Blackmore. Autonomous precision landing of space rockets. The BRIDGE, 26(4),
2016

[BPC+11]  Stephen Boyd, Neal Parikh, Eric Chu, Borja Peleato, and Jonathan Eckstein. Dis-
tributed optimization and statistical learning via the alternating direction method of
multipliers. Foundations and Trends® in Machine learning, 3(1):1-122, 2011

[BSM+17]  Goran Banjac, Bartolomeo Stellato, Nicholas Moehle, Paul Goulart, Alberto Bempo-

rad, and Stephen Boyd. Embedded code generation using the OSQP solver. In /IEEE
Conference on Decision and Control, 2017


http://arxiv.org/abs/2104.00282
http://arxiv.org/abs/2012.08040
http://arxiv.org/abs/2103.01193
http://arxiv.org/abs/2103.14769

Constant Function Market Makers: Multi-asset Trades via Convex Optimization 443

[But13]
[Butl7]
[BV04]
[CAEK21]
[CFL+08]
[com21]
[CPDB13]
[CTO6]
[DB16]

[DCB13]

[DHL17]

[dyd21]
[EAC21]

[Ego19]
[Eva20]
[FHTO1]

[GCG19]

[Han03]

[HBLO1]

[LB14]
[Lul7]
[Mar52]
[MB12]
[MBBW19]
[MM19]

[Nak08]

Vitalik Buterin. Ethereum: A next-generation smart contract and decentralized appli-
cation platform, 2013

Vitalik Buterin. On path independence (2017). https://vitalik.ca/general/2017/06/22/
marketmakers.html

Boyd, S., Vandenberghe, L.: Convex Optimization. Cambridge University Press, Cam-
bridge, UK; New York (2004)

Tarun Chitra, Guillermo Angeris, Alex Evans, and Hsien-Tang Kao. A note on bor-
rowing constant function market maker shares. 2021

Yiling Chen, Lance Fortnow, Nicolas Lambert, David Pennock, and Jennifer Wort-
man. Complexity of combinatorial market makers. In Proceedings of the 9th ACM
Conference on Electronic Commerce, pages 190-199, 2008

Compound. https://compound.finance, 2021

Eric Chu, Neal Parikh, Alexander Domahidi, and Stephen Boyd. Code generation for
embedded second-order cone programming. In European Control Conference, pages
1547-1552. IEEE, 2013

Gerard Cornuejols and Reha Tiitiincti. Optimization Methods in Finance. Cambridge
University Press, 2006

Diamond, S., Boyd, S.: CVXPY: A Python-embedded modeling language for convex
optimization. Journal of Machine Learning Research 17(83), 1-5 (2016)

Alexander Domabhidi, Eric Chu, and Stephen Boyd. ECOS: An SOCP solver for
embedded systems. In 2013 European Control Conference (ECC), pages 3071-3076,
Zurich, July 2013. IEEE

Dunning, 1., Huchette, J., Lubin, M.: JuMP: A modeling language for mathematical
optimization. SIAM review 59(2), 295-320 (2017)

dydx. https://dydx.exchange, 2021

Alex Evans, Guillermo Angeris, and Tarun Chitra. Optimal fees for geometric mean
market makers. arXiv preprint arXiv:2104.00446, 2021

Michael Egorov. StableSwap - efficient mechanism for Stablecoin liquidity. page 6,
2019

Alex Evans. Liquidity provider returns in geometric mean markets. arXiv preprint
arXiv:2006.08806, 2020

Jerome Friedman, Trevor Hastie, and Robert Tibshirani. The Elements of Statistical
Learning, volume 1. Springer Series in Statistics, 2001

Michael Garstka, Mark Cannon, and Paul Goulart. COSMO: A conic operator splitting
method for large convex problems. In 2019 18th European Control Conference (ECC),
pages 1951-1956, Naples, Italy, June 2019. IEEE

Hanson, R.: Combinatorial information market design. Information Systems Frontiers
5(1), 107-119 (2003)

Hershenson, M., Boyd, S., Lee, T.: Optimal design of a CMOS op-amp via geometric
programming. IEEE Transactions on Computer-aided design of integrated circuits
and systems 20(1), 1-21 (2001)

Lipp, T., Boyd, S.: Minimum-time speed optimisation over a fixed path. International
Journal of Control 87(6), 1297-1311 (2014)

Alan  Lu. Building a  decentralized  exchange in  Ethereum.
https://blog.gnosis.pm/building-a-decentralized-exchange-in-ethereum-
eeade7452d6e, 2017

Markowitz, H.: Portfolio selection. The. Journal of Finance 7(1), 77-91 (1952)
Mattingley, J., Boyd, S.: CVXGEN: A code generator for embedded convex optimiza-
tion. Optimization and Engineering 13(1), 1-27 (2012)

Nicholas Moehle, Enzo Busseti, Stephen Boyd, and Matt Wytock. Dynamic energy
management. arXiv preprint arXiv:1903.06230, 2019

Fernando Martinelli and Nikolai Mushegian. Balancer: A non-custodial portfolio
manager, liquidity provider, and price sensor. 2019

Satoshi Nakamoto. Bitcoin: A peer-to-peer electronic cash system, 2008


https://vitalik.ca/general/2017/06/22/marketmakers.html
https://vitalik.ca/general/2017/06/22/marketmakers.html
http://arxiv.org/abs/2104.00446
http://arxiv.org/abs/2006.08806
http://arxiv.org/abs/1903.06230

444

[OCPB16]

[PTFV92]
[RB16]

[SBO8]

[SBG+20]

[Sus20]
[Sza95]
[TW20]

[uma21]
[WB10]

[WCDW21]
[Win69]
[Woo14]
[Woo16]
[Yak18]

[ZCP18]

G. Angeris et al.

O’Donoghue, B., Chu, E., Parikh, N., Boyd, S.: Conic optimization via operator
splitting and homogeneous self-dual embedding. Journal of Optimization Theory and
Applications 169(3), 1042-1068 (2016)

Press, W., Teukolsky, S., Flannery, B.: and William Vetterling. The Art of Scientific
Computing. Cambridge University Press, Numerical Recipes (1992)

Ernest Ryu and Stephen Boyd. A primer on monotone operator methods. Applied
Computational Math, 2016

Gregory Stewart and Francesco Borrelli. A predictive control framework for industrial
turbodiesel engine control. In /IEEE Conference on Decision and Control (CDC),
pages 5704-5711, 2008

Bartolomeo Stellato, Goran Banjac, Paul Goulart, Alberto Bemporad, and Stephen
Boyd. OSQP: An operator splitting solver for quadratic programs. Mathematical
Programming Computation, February 2020

Sushi. The SushiSwap project, 2020

Nick Szabo. Smart contracts. Extropy: Journal of Transhumanist Thought, 16, 1995
Martin Tassy and David White. Growth rate of a liquidity provider’s wealthinxy = ¢
automated market makers, 2020

UMA project. https://umaproject.org, 2021

Wang, Y., Boyd, S.: Fast evaluation of quadratic control-Lyapunov policy. IEEE Trans-
actions on Control Systems Technology 19(4), 939-946 (2010)

Ye Wang, Yan Chen, Shuiguang Deng, and Roger Wattenhofer. Cyclic arbitrage in
decentralized exchange markets. Available at SSRN 3834535, 2021

Winkler, R.: Scoring rules and the evaluation of probability assessors. Journal of the
American Statistical Association 64(327), 1073—1078 (1969)

Gavin Wood. Ethereum: A secure decentralised generalised transaction ledger, 2014
Gavin Wood. Polkadot: Vision for a heterogeneous multi-chain framework, 2016
Anatoly Yakovenko. Solana: A new architecture for a high performance blockchain,
2018

Yi Zhang, Xiaohong Chen, and Daejun Park. Formal specification of constant product
(xy = k) market maker model and implementation. 2018



	Preface
	Contents
	Foundation
	 Blockchain in a Nutshell
	1 Introduction
	2 What is Blockchain
	2.1 The Blockchain Computer
	2.2 The Blockchain State
	2.3 The Chain Structure
	2.4 Use of Cryptography
	2.5 Where is Blockchain Stored
	2.6 How to Process a Transaction
	2.7 How to Achieve Consensus

	3 The Bitcoin Network
	3.1 Addresses
	3.2 Elliptic Curve Cryptography
	3.3 Transactions
	3.4 Blocks
	3.5 Mining Difficulty
	3.6 Mining (Un)Fairness
	3.7 Block Finality

	4 Smart-Contract Blockchains
	4.1 Smart Contract
	4.2 Token Creation
	4.3 Transaction Processing
	4.4 Block Validation
	4.5 Contract Interoperability

	5 Blockchain Scalability
	5.1 The Blockchain Trilemma
	5.2 Layer-2 Scalability

	6 Blockchain Interoperability
	6.1 Atomic Swap
	6.2 Chain Bridge
	6.3 Chain Hub

	7 Conclusions
	References

	 Blockchain Peer-to-Peer Network: Performance and Security
	1 Introduction
	1.1 Related Work

	2 Overview
	3 Network Topology
	3.1 Bitcoin P2P Network
	3.2 Ethereum's P2P Network
	3.3 Data Forwarding

	4 Attacks on Blockchain P2P Networks
	4.1 Eclipse Attacks
	4.2 Network Partitioning Attacks
	4.3 DDoS Attacks
	4.4 Man-in-the-Middle Attacks
	4.5 Deanonymization Attacks

	5 Performance
	5.1 Throughput
	5.2 Latency

	6 Performance Improvement as an Optimization Problem
	6.1 Optimization Problem
	6.2 Throughput-Optimal Propagation Scheme  for Single-Source Problem
	6.3 Throughput-Optimal Propagation Scheme  for Blockchain Data Forwarding Problem

	7 Conclusion
	References

	 Consensus Algorithms for Blockchain
	1 Introduction
	2 Evaluation Criteria
	2.1 Related Works
	2.2 Evaluation Framework

	3 Consensus Algorithms
	3.1 Proof-Based Consensus Algorithms
	3.2 Proof of Work (PoW)
	3.3 Proof of Stake (PoS)
	3.4 Vote-Based Consensus Algorithms

	4 Evaluation
	5 Conclusion
	References

	 Blockchain Incentive Design and Analysis
	1 Introduction
	2 Incentive Design and Analysis in Bitcoin
	2.1 Overview of Bitcoin
	2.2 Selfish Mining in Bitcoin
	2.3 Theoretical Results on Selfish Mining in Bitcoin

	3 Incentive Design and Analysis in Ethereum
	3.1 Overview of Ethereum
	3.2 Reward Design and Its Impact on Selfish Mining
	3.3 Theoretical Results on Selfish Mining in Ethereum

	4 Incentive Design and Analysis in Bitcoin-NG
	4.1 Overview of Bitcoin-NG
	4.2 Microblocks and Its Incentive-Based Attacks
	4.3 Theoretical Results on Microblocks Mining
	4.4 Theoretical Results on Microblocks and Key-Block Mining in Bitcoin-NG

	5 Further Reading
	6 Conclusion
	References

	 Cross-Blockchain Transactions: Systems, Protocols, and Topological Theory
	1 Introduction
	2 Internet-of-Blockchains Systems
	2.1 Background
	2.2 Architecture
	2.3 Consensus Protocol
	2.4 Communication Model
	2.5 Programming Interface
	2.6 Limitation

	3 Protocols of Chain-to-Chain Federation
	3.1 C2C Blockchain Transactions Through Time Locks
	3.2 CBT Protocols Through Two-Phase Commits
	3.3 Atomicity of Forked Blockchains: A Taxonomy  of Protocols
	3.4 Limitation

	4 A Topological Theory of Cross-Blockchain Transactions
	4.1 Topological Preliminaries
	4.2 Assumptions and Notations
	4.3 Topological Space of No-Fork Blockchains
	4.4 Topological Space of Static-Fork Complexes
	4.5 Topological Space of Growing Fork Blockchains
	4.6 Analyzing Blockchains Through Algebraic Topology

	5 Bibliographic Notes
	References

	Scalability
	 Scaling Blockchains and the Case  for Ethereum
	1 Introduction to the Scaling Problem
	1.1 Considerations
	1.2 Naive Scaling Solutions
	1.3 Types of Scaling Solutions

	2 Layer-1 Scaling Solutions
	2.1 Sharding
	2.2 Ethereum 2.0

	3 Layer-2 Scaling Solutions
	3.1 Side Chains
	3.2 Rollups

	4 Conclusion
	References

	 Building Protocols for Scalable Decentralized Applications
	1 Introduction
	2 Decentralized Ledger Abstraction
	2.1 Consistency
	2.2 Immutability
	2.3 Auditability

	3 Decentralized Ledger Technologies
	3.1 Assumptions and Attack Model
	3.2 Data and Transaction Models
	3.3 Smart Contracts
	3.4 Committee-Based Consensus
	3.5 Sybil Detection
	3.6 Nakamoto Consensus
	3.7 Bottlenecks

	4 Improved and Novel Consensus Mechanisms
	4.1 Improved Committee-Based Consensus Protocols
	4.2 Minor Changes to Nakamoto Consensus
	4.3 Decoupling Mining from Transaction Serialization
	4.4 Novel Proof-of-Stake Protocols
	4.5 Summary

	5 Sharding Blockchains
	5.1 Challenges in Sharding Blockchains
	5.2 Foundations
	5.3 Public Blockchain Sharding Protocols
	5.4 Summary

	6 Layer-2 Solutions
	6.1 Building Blocks
	6.2 Payment Channels
	6.3 State Channels
	6.4 Watchtowers
	6.5 Subchains
	6.6 Optimistic Rollups
	6.7 Summary

	7 Federated Chains
	7.1 Cross-Chain Swaps
	7.2 Polkadot
	7.3 Avalanche Subnetworks and Cosmos Zones
	7.4 Summary

	8 Conclusion
	References

	 Information-Theoretic Approaches  to Blockchain Scalability
	1 Introduction
	2 Blockchain System Primer
	2.1 The Blockchain Network
	2.2 Ledger Construction
	2.3 Costs of Maintaining Blockchain Ledger

	3 The Storage Problem with Blockchain Systems
	4 Dynamic Distributed Storage—On Blockchain Storage Cost Reduction
	4.1 Problem Description
	4.2 Coding Data Block
	4.3 Recovery Scheme
	4.4 Feasible Encryption Scheme
	4.5 Dynamic Zone Allocation
	4.6 Security Enhancement

	5 Application-Based Scalable Blockchain Methods
	5.1 Problem Statement
	5.2 Computation Model
	5.3 Validation Protocol
	5.4 Client Operations
	5.5 Endorser and Orderer Operations
	5.6 Parameter Agnostic Design
	5.7 Computations with External Randomness
	5.8 Iterative Experiments with MNIST Training
	5.9 Extensions of Distributed Trust Protocol

	6 Future Work
	7 Conclusion
	References

	Trust and Security
	 On Trust, Blockchain, and Reputation Systems
	1 Introduction
	2 Definitions and Fundamentals
	2.1 Definitions of Trust
	2.2 Blockchains as a Trust Enabler Platform
	2.3 Taxonomy of Reputation
	2.4 Discussion of Trust and Reputation in Blockchains and Distributed Ledgers

	3 Tools and Methods for Blockchain Reputation Tracking
	3.1 Reputation Tokens
	3.2 Event Reputation Factors
	3.3 Reputation Thresholds
	3.4 Multi Signature Transaction (Multi-Sig)
	3.5 Optimistic Fair Exchange
	3.6 Anonymous Feedback
	3.7 Insurance Models
	3.8 Reputation Engines
	3.9 Reaction and Service Differentiation
	3.10 Graph and Flow Engines

	4 Case Study of Blockchain-Based Reputation in a Cooperative Defense
	4.1 Analysis of Reputation Properties
	4.2 Analysis of Reputation Threats

	5 Chapter Considerations
	References

	 Blockchain for Trust and Reputation Management in Cyber-Physical Systems
	1 Introduction
	2 Blockchain-Based Trust and Reputation Management Systems
	2.1 Trust and Reputation Management Systems for CPS
	2.2 Adopting Blockchain for TRMS

	3 Use Cases
	3.1 Generic CPS Trust Architecture
	3.2 Supply Chain Management
	3.3 Crowdsourcing
	3.4 Robotic and Autonomous Systems
	3.5 Vehicular Ad Hoc Networks
	3.6 IoT Data Marketplace
	3.7 Distributed Energy Trading

	4 Challenges and Future Directions
	4.1 Scalability
	4.2 Privacy
	4.3 Resource Consumption
	4.4 Security
	4.5 Interoperability

	5 Conclusion
	References

	 Advances in Blockchain Security
	1 Introduction
	2 Background
	2.1 Cryptographic Primitives
	2.2 Blockchain Primer

	3 Blockchain Security: Attacks and Counter-measures
	3.1 Blockchain Network
	3.2 Smart Contracts
	3.3 Other Security Issues

	4 Other Significant Advances in Blockchain
	4.1 Anonymous Transactions
	4.2 Consensus Protocols
	4.3 Trusted Execution Environments (TEE) in Blockchain

	5 Conclusions
	References

	 Formal Verification of Blockchain Byzantine Fault Tolerance
	1 Introduction
	2 The Problem of Proving Blockchain Consensus Algorithms by Hand
	2.1 The HoneyBadger and Its Randomized Binary Consensus
	2.2 The Ethereum Blockchain and Its Upcoming Casper Consensus
	2.3 Known Problems in Blockchain Byzantine Consensus Algorithms

	3 A Methodology for Verifying Blockchain Components
	3.1 Preliminaries on ByMC and BV-Broadcast
	3.2 Automated Verification of a Blockchain Byzantine Broadcast

	4 Verifying a Blockchain Byzantine Consensus Algorithm
	4.1 Experimental Results

	5 Related Work
	6 Discussion and Conclusion
	References

	Decentralized Finance
	 Constant Function Market Makers: Multi-asset Trades via Convex Optimization
	1 Introduction
	1.1 Background and Related Work
	1.2 Convex Analysis and Optimization

	2 Constant Function Market Makers
	2.1 CFMM State
	2.2 Proposed Trade
	2.3 Trading Function
	2.4 Trading Function Examples
	2.5 Prices and Exchange Rates
	2.6 Adding and Removing Liquidity
	2.7 Agents Interacting with CFMMs

	3 Properties
	3.1 Properties of Trades
	3.2 Properties of Liquidity Changes

	4 Two-Asset Trades
	4.1 Exchange Functions
	4.2 Exchanging Multiples of Two Baskets

	5 Multi-asset Trades
	5.1 The General Trade Choice Problem
	5.2 Special Cases
	5.3 Numerical Examples

	6 Conclusion
	References

	 Stablecoins: Reducing the Volatility of Cryptocurrencies
	1 Introduction
	2 Types of Stablecoins
	3 Fiat or Asset Backed Stablecoins
	3.1 Single Fiat-backed—USDC
	3.2 Multi-Fiat-backed—Diem
	3.3 Single Asset-backed—ECO
	3.4 Multi-Asset-backed—DTC
	3.5 Settlement Coin—FTC

	4 Crypto-Collateralized Stablecoins
	4.1 MakerDAO
	4.2 Synthetic Assets

	5 Algorithmically Stabilized Stablecoins
	5.1 Purely Algorithmic—Ampleforth
	5.2 Algorithmic Seigniorage—Basis
	5.3 Future Value Backed—MetaMUI

	6 Central Bank Digital Currencies (CBDCs)
	7 Challenges and Risks Regarding Stablecoins
	8 Conclusions
	References

	 Central Bank Digital Currencies
	1 Introduction
	1.1 Central Bank Money
	1.2 Typology of CBDCs
	1.3 The Growing Interest in Issuing a CBDC

	2 Characteristics and Design Choices for CBDCs
	2.1 Core-Architecture Considerations
	2.2 The Offline-Usability Conundrum
	2.3 The Public-Private Interplay Design Factor
	2.4 Cross-Border Perspectives (mCBDCs)

	3 History of CBDC Projects
	3.1 The Research Pioneers: 2015–16
	3.2 The Next Wave: 2017–19
	3.3 The Age of Maturity: 2020–21
	3.4 Trends and Future Expectations

	4 Regulatory and Compliance Issues
	4.1 CBDCs and Monetary Law
	4.2 Anti-Money Laundering and Counter Terrorist Financing
	4.3 Cash, Anonymity, and Identification
	4.4 Privacy and Data Protection
	4.5 Privacy-Transparency Trade-Offs

	5 A Deep Dive: Three CBDC Case Studies
	5.1 China's DCEP/e-CNY
	5.2 Libra/Diem by Facebook et al.
	5.3 Model X: a Canadian Central Bank Digital Loonie

	6 Conclusions
	References

	Application and Policy
	 Ocean Protocol: Tools for the Web3 Data Economy
	1 Overview and Introduction
	2 Ocean System
	2.1 Goals
	2.2 The Design

	3 Data Ecosystem Powered by Ocean Tools
	3.1 Introduction
	3.2 USPs of Ocean Tools
	3.3 Ocean Tools Foundation: Datatokens
	3.4 Ocean Tools Architecture
	3.5 Ocean Tools: Network Deployments
	3.6 Ocean Tools: Data Marketplaces
	3.7 Ocean Tools: Compute-To-Data

	4 Ocean Applications
	4.1 Decentralized Orchestration
	4.2 Data Wallets: Data Custody and Data Management
	4.3 Data Auditability
	4.4 Data DAOs: Data Co-Ops and More
	4.5 Permissioned Group-Restricted Access in Data Exchanges
	4.6 Unlocking Latent Data of Individuals and Enterprises
	4.7 Data Marketplaces
	4.8 Initial Data Offerings (IDOs)
	4.9 Data as an Asset Class for DeFi

	5 Conclusion
	References

	 Blockchain in Supply Chain: Opportunities and Design Considerations
	1 Introduction
	2 Characteristics and Requirements of Supply Chain Applications
	2.1 Characteristics of Supply Chain Applications and Networks
	2.2 Requirements of Supply Chain

	3 Overview of Blockchain Technology
	3.1 Introduction to BitCoin
	3.2 Other Blockchain Platforms

	4 Real-World Applications of Blockchain in Supply Chain
	4.1 IBM FoodTrust
	4.2 TradeLens
	4.3 Other Applications

	5 Blockchain-Based Data sharing for Supply Chain
	6 Trusted Authentication and Access Control for Supply Chain
	6.1 Managing Access Control in Supply Chains
	6.2 Trust Management in Supply Chain
	6.3 Section Summary

	7 Interoperability
	7.1 Interoperability Challenges
	7.2 Existing Approaches for Interoperability
	7.3 Suitability of Interoperability Approaches in Supply Chains

	8 Importance of Scalable Blockchains for Supply Chain
	9 Design Considerations and Open Challenges
	9.1 Public Versus Permissioned Blockchains
	9.2 Preventing Garbage-In-Garbage-Out Problem
	9.3 Automated Verification of Compliance
	9.4 Lack of Common Data Standard
	9.5 Privacy Concerns
	9.6 Lack of Interoperability with Legacy IT Systems
	9.7 Operational Costs
	9.8 Lack of Engagement from Field Operators
	9.9 Payment Processing Challenges
	9.10 Sustainability Demands

	10 Decision Tree for Supply Chain
	11 Chapter Summary
	References

	 Tokenization of Assets
	1 What Are Assets?
	2 Asset Ownership
	3 Determining Asset Value
	4 Asset Valuation Factors
	5 Distributed Ledgers
	5.1 Types of Distributed Ledgers
	5.2 Blockchain Types and Architectures
	5.3 Smart Contracts

	6 Asset Tokenization
	6.1 Types of Assets
	6.2 What is Tokenization?
	6.3 Types of Tokens
	6.4 Digital Asset Marketplaces and Blockchain Architectures
	6.5 Valuation of Tokens
	6.6 Use Cases for the Adoption of Tokens
	6.7 Rewards
	6.8 Redemption

	7 The Cyber-Physical Divide
	7.1 The Last Mile Problem
	7.2 Digital Twins
	7.3 Blockchain Oracles
	7.4 How Do Oracles Work?

	8 Trading in Tokens of Assets
	8.1 Wallets
	8.2 Exchanges

	9 Methods of Pricing Tokens
	9.1 Fixed Pricing
	9.2 Time Based
	9.3 Auction
	9.4 Dynamic Pricing
	9.5 Market Pricing
	9.6 Tethered Pricing

	10 Opportunities Created by Asset Tokenization
	References

	 The New Economy of Movement
	1 The Role of Industry Federations
	2 Roaming, Connected Devices, and the New Economy of Movement
	2.1 The BASICs
	2.2 The New Economy of Movement

	3 Introduction to MOBI
	3.1 Community
	3.2 History and Motivation
	3.3 Use Cases
	3.4 Goals and Vision

	4 Overview of MOBI Working Groups and Standards
	4.1 MOBI Working Groups
	4.2 MOBI Standards

	5 MOBI Web3 Technology Stack (MTS)
	5.1 MOBI Consortium
	5.2 Integrated Trust Network (ITN)
	5.3 Citopia

	6 DRIVES (Distributed Registry for Intelligent Vehicles Ecosystem Sustainability) Program
	6.1 The What and Why of DRIVES
	6.2 DRIVES Program in the MTS

	7 Conclusion
	References

	 Blockchain-Based Data Management  for Smart Transportation
	1 Introduction
	2 Data Management Strategies
	2.1 The Classic Centralized Approach for Crowd-Sourced Data Aggregation
	2.2 Pure P2P: Keep Data Locally and Distribute Upon Request
	2.3 A Distributed Ledger Technology to Register Data
	2.4 A Decentralized File System for Crowd-Sensed Data

	3 A Framework for Data Sharing and Management Based on DLTs and DFS
	3.1 Data Integrity
	3.2 Data Confidentiality
	3.3 Data Access Control
	3.4 Data Persistence

	4 Implementation and Evaluation
	4.1 Implementation
	4.2 Performance Evaluation

	5 Discussion
	5.1 New DLT Proposals

	6 Conclusions
	References

	 Crypto Regulation and the Case for Europe
	1 Introduction
	2 Evolution of Regulatory Views on Blockchain
	2.1 First Institutional Statements Before 2016—Cryptocurrencies in Focus
	2.2 Year 2016—Cryptocurrencies and First Analysis of DLT
	2.3 Year 2017—ICOs Controversies and First Acknowledgements of Crypto Assets
	2.4 Year 2018—Cryptocurrencies and Crypto Assets—Focus on Risks and Concerns
	2.5 Year 2019—Peak of Interest in ICOs and Crypto Assets and the Impact of Libra
	2.6 Year 2020—Stablecoins and MiCA
	2.7 Regulatory Uncertainties

	3 The Liechtenstein Token Act
	3.1 Background
	3.2 The Vision of the Token Economy
	3.3 Classification of Tokens in Liechtenstein Token Act
	3.4 Civil Law of the Token in Liechtenstein Token Act
	3.5 Regulation of Service Providers in Liechtenstein Token Act
	3.6 User Protection Regulation in Liechtenstein Token Act

	4 MiCA in Comparison to the TVTG
	5 Review of Regulatory Approaches and Strategies
	6 Conclusions
	References

	 Economic Perspectives on the Governance of Blockchains
	1 Introduction
	2 A Brief Introduction to New Institutional Economics
	3 Economic Conceptualizations of Blockchains
	4 Permissionless Blockchains and Their Governance
	5 Smart Contracts and Their Governance
	6 Blockchain and Government
	7 Summary and Future Directions
	References


