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Midterm exam:
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Location TBA
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Why Study Compilers?

- Build a large, ambitious software system.
- See theory come to life.
- Learn how to build programming languages.
- Learn how programming languages work.
- Learn tradeoffs in language design.
A Short History of Compilers

- First, there was nothing.
- Then, there was machine code.
- Then, there were assembly languages.
- Programming expensive; 50% of costs for machines went into programming.
High-Level Languages
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Rear Admiral Grace Hopper, inventor of A-0, COBOL, and the term "compiler."
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John Backus, team lead on FORTRAN.
How does a compiler work?
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From Description to Implementation

- **Lexical analysis (Scanning):** Identify logical pieces of the description.
- **Syntax analysis (Parsing):** Identify how those pieces relate to each other.
- **Semantic analysis:** Identify the meaning of the overall structure.
- **IR Generation:** Design one possible structure.
- **IR Optimization:** Simplify the intended structure.
- **Generation:** Fabricate the structure.
- **Optimization:** Improve the resulting structure.
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The Course Project: **Decaf**

- Custom programming language similar to Java or C++.
- Object-oriented with free functions.
- Single inheritance with interfaces.
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