Object-Oriented Programming

Can you think of an app that would make your community or school better for all students or for a group of people? (put your answers the chat)
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Today’s question

How do we design and define our own abstractions?
Today’s topics

1. Review
2. What is a class?
3. Designing C++ classes
4. Writing classes in C++
Review
The Knapsack Problem

You have a list full of supplies (each of which has a survival value and a weight associated with it) to choose from.
Key Questions

Who decides the target audience?

Who needs the app or software the most?

If there are unintended consequences, are these consequences fairly distributed among groups of people?

How do we define fairness?

If we need funds to develop our software, who is able to buy it and does the cost to develop it inherently make it inequitable?

Should the government play a role in regulating this?
Gaining Perspective
Efficiency Categorizations So Far

- **Constant Time – O(1)**
  - Super fast, this is the best we can hope for!
  - example: Euclid's Algorithm for Perfect Numbers

- **Linear Time – O(n)**
  - This is okay, we can live with this

- **Quadratic Time – O(n^2)**
  - This can start to slow down really quickly
  - example: Exhaustive Search for Perfect Numbers
CALCULATING THE EFFICIENCY GAP

Efficiency Gap (EG) =

\[
\frac{\text{abs}(\text{wasted green votes} - \text{wasted teal votes})}{\text{total votes cast}}
\]
Gerrymandering & Algorithmic Thinking

based on slides created by Katie Creel
What should we prioritize in redistricting? And what is a legitimate way to choose?

PRINCIPLE 1: ONE PERSON, ONE VOTE

PRINCIPLE 2: COMMUNITIES OF INTEREST
Why has Gerrymandering Gotten Worse?

Veteran redistricter: “Give the chairman of a state redistricting committee a powerful enough computer and neighborhood-block-level Census data, so that he suddenly discovers he can draw really weird and aggressive districts—and he will.”

Software + big data making a problem worse?

- New Software: Maptitude, RedAppl, and autoBound
- New Data: block-by-block census data
“POVERTY IS THE WORST FORM OF VIOLENCE”

-MAHATMA GANDHI
Where are we now?
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This is our abstraction boundary!
Revisiting abstraction
abstraction

[...]
freedom from representational qualities in art

Source: Google

Example demonstration borrowed from Keith Schwarz
Definition

**abstraction**
Design that hides the details of how something works while still allowing the user to access complex functionality
abstraction

Definition

Design that hides the details of how something works while still allowing the user to access complex functionality

How do we accomplish this in C++? With classes!
What is a class?
class
A class defines a new data type for our programs to use.
A class defines a new data type for our programs to use.

This sounds familiar...
Remember structs?

```c
struct BackpackItem {
    int survivalValue;
    int weight;
};

struct Juror {
    string name;
    int bias;
};
```
Remember structs?

```cpp
struct BackpackItem {
    int survivalValue;
    int weight;
};

struct Juror {
    string name;
    int bias;
};
```

**Definition**

A way to bundle different types of information in C++ – like creating a custom data structure.

Then what’s the difference between a struct and a class?
GridLocation chosen; 
int curRow = chosen.x;
int curCol = chosen.y;
GWindow canvas;
int displayWidth = canvas.getWidth();
int displayHeight = canvas.getHeight();

What's the difference in how you use a struct vs. a class?
Remember structs?

GridLocation chosen;
int curRow = chosen.x;
int curCol = chosen.y;
chosen.x = 3;
chosen.y = 4;

GWindow canvas;
int displayWidth = canvas.getWidth();
int displayHeight = canvas.getHeight();

canvas.width = 3;
canvas.height = 4;

What's the difference in how you use a struct vs. a class?
Remember structs?

GridLocation chosen;
int curRow = chosen.x;
int curCol = chosen.y;

chosen.x = 3;
chosen.y = 4;

GWindow canvas;
int displayWidth = canvas.getWidth();
int displayHeight = canvas.getHeight();

canvas.width = 3;
canvas.height = 4;

We don’t have direct access to the variables in a class!
What is a class?

- Examples of classes we’ve already seen: Vectors, Maps, Stacks, Queues
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- Examples of classes we’ve already seen: **Vectors, Maps, Stacks, Queues**

- Every class has two parts:
  - an **interface** specifying what operations can be performed on instances of the class (this defines the abstraction boundary)
  - an **implementation** specifying how those operations are to be performed
What is a class?

- Examples of classes we’ve already seen: **Vectors, Maps, Stacks, Queues**

- Every class has two parts:
  - an **interface** specifying what operations can be performed on instances of the class (this defines the abstraction boundary)
  - an **implementation** specifying how those operations are to be performed

- The only difference between structs + classes are the **encapsulation** defaults.
  - A struct defaults to **public** members (accessible outside the class itself).
  - A class defaults to **private** members (accessible only inside the class implementation).
encapsulation
The process of grouping related information and relevant functions into one unit and defining where that information is accessible
Another way to think about classes...
Another way to think about classes...

- A blueprint for a new type of C++ object!
  - The blueprint describes a general structure, and we can create specific instances of our class using this structure.
Another way to think about classes...

- A blueprint for a new type of C++ **object**!
  - The blueprint describes a general structure, and we can create specific **instances** of our class using this structure.

**Definition**

**instance**
When we create an object that is our new type, we call this creating an instance of our class.
Another way to think about classes...

- A blueprint for a new type of C++ object!
  - The blueprint describes a general structure, and we can create specific instances of our class using this structure.

```
Vector<int> vec;
```

Creates an instance of the Vector class
(i.e. an object of the type Vector)
How do we design C++ classes?
Three main parts

- Member variables
- Member functions (methods)
- Constructor
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  - E.g. `vec.add()`, `vec.size()`, `vec.remove()`, etc.

- Constructor
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Three main parts

- **Member variables**
  - These are the variables stored within the class
  - Usually not accessible outside the class implementation

- **Member functions (methods)**
  - Functions you can call on the object
  - E.g. `vec.add()`, `vec.size()`, `vec.remove()`, etc.

- **Constructor**
  - Gets called when you create the object
  - E.g. `Vector<int> vec;`
How do we design a class?

We must specify the 3 parts:

1. Member variables: What subvariables make up this new variable type?

2. Member functions: What functions can you call on a variable of this type?

3. Constructor: What happens when you make a new instance of this type?
How do we design a class?

We must specify the 3 parts:

1. Member variables: *What subvariables make up this new variable type?*
2. Member functions: *What functions can you call on a variable of this type?*
3. Constructor: *What happens when you make a new instance of this type?*

In general, classes are useful in helping us with complex programs where information can be grouped into objects.
Breakout design activity
How would you design a class for...

- A bank account that enables transferring funds between accounts
- A Spotify (or other music platform) playlist

We must specify the 3 parts:

1. Member variables: What subvariables make up this new variable type?
2. Member functions: What functions can you call on a variable of this type?
3. Constructor: What happens when you make a new instance of this type?
Let’s design a music platform class!

We must specify the 3 parts:

1. Member variables: What subvariables make up this new variable type?
2. Member functions: What functions can you call on a variable of this type?
3. Constructor: What happens when you make a new instance of this type?
Let’s design a bank account class!

We must specify the 3 parts:

1. Member variables: What subvariables make up this new variable type?
2. Member functions: What functions can you call on a variable of this type?
3. Constructor: What happens when you make a new instance of this type?
Announcements

• The **mid-quarter diagnostic** will be released a minute after midnight!
  • For some problems, you will need to upload .cpp files of your code. Shortly before the diagnostic, we will upload a starter .cpp file titled “midquarter.cpp” that you can download, fill in, and upload at the end. You **do not need to use this resource**, but we think it will be helpful.
  
  • You should be able to see the diagnostic when you click on the CS106B8 class in gradescope.
  
  • Do not click on the diagnostic itself until you are ready to take it!
  
  • Once you start, you will have 3 hours to take the diagnostic.

• Assignment 3 is due tonight, **Thursday, July 15 at 11:59pm.**
Words of Advice

- Best of luck on the diagnostic! We hope that you all rock it!

- This is chance to demonstrate how much you've learned in just 3 weeks. The purpose of the diagnostic is truly "diagnostic" – to help you self-assess your own areas of strength and areas of potential growth. We expect everyone to have areas of improvement!

- Make sure to collect the resources that you plan to use in advance.

- Get a good night's sleep, eat a solid meal, get some exercise, and rock the diagnostic!
How do we write classes in C++?
Random Bags
Random Bags

- A **random bag** is a data structure similar to a stack or queue. It supports two operations:
  - **add**, which puts an element into the random bag, and
  - **remove random**, which returns and removes a random element from the bag.
Random Bags

- A **random bag** is a data structure similar to a stack or queue. It supports two operations:
  - **add**, which puts an element into the random bag, and
  - **remove random**, which returns and removes a random element from the bag.

- Random bags have a number of applications:
  - Simpler: Shuffling a deck of cards.
  - More advanced: Generating artwork, designing mazes, and training self-driving cars to park and change lanes!
Random Bags

- A **random bag** is a data structure similar to a stack or queue. It supports two operations:
  - `add`, which puts an element into the random bag, and
  - `remove random`, which returns and removes a random element from the bag.

- Random bags have a number of applications:
  - Simpler: Shuffling a deck of cards.
  - More advanced: Generating artwork, designing mazes, and training self-driving cars to park and change lanes.

- Let’s go create our own custom **RandomBag** type!
Creating our own class
Classes in C++

● Defining a class in C++ (typically) requires two steps:
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- Defining a class in C++ (typically) requires two steps:
  - Create a header file (typically suffixed with `.h`) describing what operations the class can perform and what internal state it needs.
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- Defining a class in C++ (typically) requires two steps:
  - Create a header file (typically suffixed with `.h`) describing what operations the class can perform and what internal state it needs.
  - Create an implementation file (typically suffixed with `.cpp`) that contains the implementation of the class.
Classes in C++

- Defining a class in C++ (typically) requires two steps:
  - Create a **header file** (typically suffixed with `.h`) describing what operations the class can perform and what internal state it needs.
  - Create an **implementation file** (typically suffixed with `.cpp`) that contains the implementation of the class.

- Clients of the class can then include (using the `#include` directive) the header file to use the class.
Header files
What's in a header?
What's in a header?

`#pragma once`

This boilerplate code is called a **preprocessor directive**. It’s used to make sure weird things don’t happen if you include the same header twice.
What's in a header?

```cpp
#pragma once

class RandomBag {

};
```

This is a class definition. We're creating a new class called RandomBag. Like a struct, this defines the name of a new type that we can use in our programs.
What's in a header?

```cpp
#pragma once

class RandomBag {
};
```

Don't forget to add the semicolon!

You'll run into some scary compiler errors if you leave it out!
What's in a header?

```cpp
#pragma once

class RandomBag {
public:

private:
};
```
What's in a header?

```cpp
#pragma once

class RandomBag {
public:

private:

};
```

The **public interface** specifies what functions you can call on objects of this type.

Think things like the `vector` .`add()` function or the `string`'s .`find()`.
What's in a header?

```cpp
#pragma once

class RandomBag {
public:

private:

};
```

The **public interface** specifies what functions you can call on objects of this type.

Think things like the `std::vector` `.add()` function or the `std::string`'s `.find()`.

The **private implementation** contains information that objects of this class type will need in order to do their job properly. This is invisible to people using the class.
What's in a header?

```cpp
#pragma once

class RandomBag { 
public:
    void add(int value);
    int removeRandom();

private:
};
```

These are member functions of the RandomBag class. They're functions you can call on objects of type RandomBag.

All member functions must be defined in the class definition. We'll implement these functions in the C++ file.
What's in a header?

```c++
#pragma once
#include "vector.h"

class RandomBag {
public:
    void add(int value);
    int removeRandom();

private:
    Vector<int> elems;
};
```

This is a **data member** of the class. This tells us how the class is implemented. Internally, we're going to store a `Vector<int>` holding all the elements. The only code that can access or touch this `Vector` is the `RandomBag` implementation.
#pragma once
#include "vector.h"

class RandomBag {
public:
    void add(int value);
    int removeRandom();

private:
    Vector<int> elems;
};
#pragma once
#include "vector.h"
class RandomBag {
public:
    void add(int value);
    int removeRandom();

private:
    Vector<int> elems;
};
Implementation files
RandomBag.cpp
#include "RandomBag.h"
#include "RandomBag.h"

If we're going to implement the RandomBag type, the .cpp file needs to have the class definition available. All implementation files need to include the relevant headers.
If we're going to implement the RandomBag type, the .cpp file needs to have the class definition available. All implementation files need to include the relevant headers.

```cpp
#pragma once
#include "vector.h"

class RandomBag {
public:
    void add(int value);
    int removeRandom();

private:
    Vector<int> elems;
};
```
```cpp
#include "RandomBag.h"

#pragma once
#include "vector.h"

class RandomBag {
public:
    void add(int value);
    int removeRandom();

private:
    Vector<int> elems;
};
```
#include "RandomBag.h"

void RandomBag::add(int value){
    elems.add(value);
}

#pragma once
#include "vector.h"

class RandomBag {
public:
    void add(int value);
    int removeRandom();

private:
    Vector<int> elems;
};
#include "RandomBag.h"

void RandomBag::add(int value){
    elems.add(value);
}

The syntax RandomBag::add means “the add function defined inside of RandomBag.” The :: operator is called the scope resolution operator in C++ and is used to say where to look for things.

#pragma once
#include "vector.h"
class RandomBag {
public:
    void add(int value);
    int removeRandom();
private:
    Vector<int> elems;
};
```cpp
#include "RandomBag.h"

void RandomBag::add(int value) {
    elems.add(value);
}

If we had written something like this instead, then the compiler would think we were just making a free function named add that has nothing to do with RandomBag's version of add. That's an easy mistake to make!
```

```cpp
#pragma once
#include "vector.h"

class RandomBag {
public:
    void add(int value);
    int removeRandom();

private:
    Vector<int> elems;
};
```
```cpp
#include "RandomBag.h"

void RandomBag::add(int value) {
    elems.add(value);
}

We don't need to specify where `elems` is. The compiler knows that we're inside `RandomBag`, and so it knows that this means "the current RandomBag's collection of elements."

#pragma once
#include "vector.h"
class RandomBag {
public:
    void add(int value);
    int removeRandom();

private:
    Vector<int> elems;
};
```
```cpp
#include "RandomBag.h"

void RandomBag::add(int value) {
    elems.add(value);
}

int RandomBag::removeRandom() {
    if (elems.isEmpty()) {
        error("Aaaaahhh!");
    }
    int index = randomInteger(0, elems.size() - 1);
    int result = elems[index];
    elems.remove(index);
    return result;
}
```

```cpp
#pragma once
#include "vector.h"
class RandomBag {
    public:
        void add(int value);
        int removeRandom();
    private:
        Vector<int> elems;
};
```
#include "RandomBag.h"

void RandomBag::add(int value) {
    elems.add(value);
}

int RandomBag::removeRandom() {
    if (elems.isEmpty()) {
        error("Aaaaahhh!");
    }
    int index = randomInteger(0, elems.size() - 1);
    int result = elems[index];
    elems.remove(index);
    return result;
}

#pragma once
#include "vector.h"

class RandomBag {
public:
    void add(int value);
    int removeRandom();
    int size();
    bool isEmpty();

private:
    Vector<int> elems;
};
```cpp
#include "RandomBag.h"

void RandomBag::add(int value) {
    elems.add(value);
}

int RandomBag::removeRandom() {
    if (elems.isEmpty()) {
        error("Aaaaahhh!");
    }
    int index = randomInteger(0, elems.size() - 1);
    int result = elems[index];
    elems.remove(index);
    return result;
}

int RandomBag::size() {
    return elems.size();
}
```

#pragma once
#include "vector.h"

class RandomBag {
public:
    void add(int value);
    int removeRandom();
    int size();
    bool isEmpty();
private:
    Vector<int> elems;
};
#include "RandomBag.h"

void RandomBag::add(int value) {
    elems.add(value);
}

int RandomBag::removeRandom() {
    if (elems.isEmpty()) {
        error("Aaaahhh!");
    }
    int index = randomInteger(0, elems.size() - 1);
    int result = elems[index];
    elems.remove(index);
    return result;
}

int RandomBag::size() {
    return elems.size();
}

bool RandomBag::isEmpty() {
    return size() == 0;
}
#include "RandomBag.h"

void RandomBag::add(int value) {
    elems.add(value);
}

int RandomBag::removeRandom() {
    if (elems.isEmpty()) {
        error("Aaaahhh!");
    }
    int index = randomInteger(0, elems.size() - 1);
    int result = elems[index];
    elems.remove(index);
    return result;
}

int RandomBag::size() {
    return elems.size();
}

bool RandomBag::isEmpty() {
    return size() == 0;
}

#pragma once
#include "vector.h"
class RandomBag {
public:
    void add(int value);
    int removeRandom();
    int size();
    bool isEmpty();
private:
    Vector<int> elems;
};

This code calls our own size() function. The class implementation can use the public interface.
```cpp
#include "RandomBag.h"

void RandomBag::add(int value) {
    elems.add(value);
}

int RandomBag::removeRandom() {
    if (elems.isEmpty()) {
        error("Aaaaahhh!");
    }
    int index = randomInteger(0, size() - 1);
    int result = elems[index];
    elems.remove(index);
    return result;
}

int RandomBag::size() {
    return elems.size();
}

bool RandomBag::isEmpty() {
    return size() == 0;
}
```

What a good idea!
Let's use it here as well.

```cpp
#pragma once
#include "vector.h"
class RandomBag {
public:
    void add(int value);
    int removeRandom();
    int size();
    bool isEmpty();
private:
    Vector<int> elems;
};
```
```cpp
#include "RandomBag.h"

void RandomBag::add(int value) {
    elems.add(value);
}

int RandomBag::removeRandom() {
    if (elems.isEmpty()) {
        error("Aaaaahhh!");
    }
    int index = randomInteger(0, size() - 1);
    int result = elems[index];
    elems.remove(index);
    return result;
}

int RandomBag::size() {
    return elems.size();
}

bool RandomBag::isEmpty() {
    return size() == 0;
}
```

This use of the `const` keyword means "I promise that this function doesn't change the state of the object."
```cpp
#include "RandomBag.h"

void RandomBag::add(int value) {
    elems.add(value);
}

int RandomBag::removeRandom() {
    if (elems.isEmpty()) {
        error("Aaaahhh!");
    }
    int index = randomInteger(0, size() - 1);
    int result = elems[index];
    elems.remove(index);
    return result;
}

int RandomBag::size() const {
    return elems.size();
}

bool RandomBag::isEmpty() const {
    return size() == 0;
}

We have to remember to add it into the implementation as well!
```

```cpp
#pragma once
#include "vector.h"

class RandomBag {
public:
    void add(int value);
    int removeRandom();
    int size() const;
    bool isEmpty() const;

private:
    Vector<int> elems;
};
```
```cpp
#include "RandomBag.h"

void RandomBag::add(int value) {
    elems.add(value);
}

int RandomBag::removeRandom() {
    if (elems.isEmpty()) {
        error("Aaaaahhh!");
    }
    int index = randomInteger(0, size() - 1);
    int result = elems[index];
    elems.remove(index);
    return result;
}

int RandomBag::size() const {
    return elems.size();
}

bool RandomBag::isEmpty() const {
    return size() == 0;
}
```

```cpp
#pragma once
#include "vector.h"
class RandomBag {
public:
    void add(int value);
    int removeRandom();
    int size() const;
    bool isEmpty() const;
private:
    Vector<int> elems;
};
```
Using a custom class

[Qt Creator demo]
Takeaways
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Takeaways

- Public member variables declared in the header file are automatically accessible in the `.cpp` file.

- As a best practice, member variables should be private, and you can create public member functions to allow users to edit them.

- Member functions have an implicit parameter that allows them to know what object they’re operating on.

- When you don’t have a constructor, there’s a default 0 argument constructor that instantiates all private member variables.
  - (We’ll see an explicit constructor tomorrow!)
Summary
Object-Oriented Programming

● We create our own abstractions for defining data types using classes. Classes allow us to encapsulate information in a structured way.

● Classes have three main parts to keep in mind when designing them:
  ○ Member variables ➔ these are always private
  ○ Member functions (methods)
  ○ Constructor ➔ this is created by default if you don’t define one

● Writing classes requires the creation of a header (.h) file for the interface and an implementation (.cpp) file.
What’s next?
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Core Tools

testing

algorithmic analysis

Diagnostic
Dynamic memory and arrays

Array size = 10

Array:

0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9
10 | 20 | 30 | 40 | 50 | 60 | 70 | 80 | 90 | 100

Stack base
Stack
Top of the stack

Vs
Heap