void swap_generic(void *arr, int index_x, int index_y, int width)
{
    char tmp[width];
    void *x_loc = (char *)arr + index_x * width;
    void *y_loc = (char *)arr + index_y * width;
    memmove(tmp, x_loc, width);
    memmove(x_loc, y_loc, width);
    memmove(y_loc, tmp, width);
}
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void swap_ends_int(int *arr, size_t nelems)
{
    int tmp = *arr;
    *arr = *(arr + nelems - 1);
    *(arr + nelems - 1) = tmp;
}

void swap_ends_long(long *arr, size_t nelems)
{
    long tmp = *arr;
    *arr = *(arr + nelems - 1);
    *(arr + nelems - 1) = tmp;
}

int main(int argc, char **argv)
{
    int i_array[] = {10, 40, 80, 20, -30, 50};
    size_t i_nelems = sizeof(i_array) / sizeof(i_array[0]);
    swap_ends_int(i_array, i_nelems);

    long l_array[] = {100, 400, 800, 200, -300, 500};
    size_t l_nelems = sizeof(l_array) / sizeof(l_array[0]);
    swap_ends_long(l_array, l_nelems);

    return 0;
}
void * to the rescue! In this case, the pointer type gives us information about the size of the elements being pointed to (either 4-bytes for \texttt{int}, or 8-bytes for \texttt{long}, in the previous example).

By using \texttt{void *} and \textit{explicitly including the width of the type}, we can write a function that can take any type as the elements to swap:

```c
void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr,(char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}
```

Remember last time we showed that we can copy bytes using \texttt{memmove}?

We must pass the width of the elements in the array because the \texttt{void *} pointer doesn't carry that information.
Let's look at this function in more detail. First, we have a `void *` pointer passed in as the array.
void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr, (char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

Let's look at this function in more detail. First, we have a `void *` pointer passed in as the array.

Next, we create a `char` array to hold the bytes. Remember: `char` is the only 1-byte type we have, and using a `char` array is how we can create an array that is exactly the number of bytes we want. We will use this almost every time we use `void *` pointers, so get used to it!

(we could also use `malloc` if we wanted to, but it isn't really necessary here, as the array works just fine*. Regardless, we would still use a `char *` pointer)

*not true for C++!
void swap_ends(void *arr, size_t nelems, int width) {
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr,(char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

Let's look at this function in more detail. First, we have a `void *` pointer passed in as the array.

Next, we create a `char` array to hold the bytes. Remember: `char` is the only 1-byte type we have, and using a `char` array is how we can create an array that is exactly the number of bytes we want. We will use this almost every time we use `void *` pointers, so get used to it!

We copy the bytes with `memmove`. 

void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr, (char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

This part takes some time to get used to!

Notice that we need a pointer to the element that we are trying to copy into. We already said that we cannot do pointer arithmetic on a `void *` pointer, so we first cast the pointer to `char *`, and then manually calculate the pointer arithmetic to get us to the correct location. In this case, because we want the last element in the array, the calculation is:

```
(char *)arr + (nelems - 1) * width
```
void swap_ends(void *arr, size_t nelems, int width) 
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr, (char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

In other words, what is the location of the 42?

(char *)arr + (nelems - 1) * width

0x7ffeea3c9484 + (5 * 4) == 0x7ffeea3c9498

A key point to understand is that the pointer arithmetic increases by exactly 20 because of the char * cast, which means that +1 equals 1 byte.
Very often, we will need to find the $i^{th}$ element in an array. You should be **extremely** familiar with the following idiom:

```c
for (size_t i=0; i < nelems; i++) {
    // get ith element
    void *ith = (char *)arr + i * width;
}
```
Generic Pointers

Very often, we will need to find the \( i \)th element in an array. You should be **extremely** familiar with the following idiom:

```c
for (size_t i=0; i < nelems; i++) {
    // get ith element
    void *ith = (char *)arr + i * width;
}
```

<table>
<thead>
<tr>
<th>i</th>
<th>expression</th>
<th>result</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>( (char *)0x7ffeea3c9484 + 0 \times 4 )</td>
<td>( 0x7ffeea3c9484 )</td>
</tr>
<tr>
<td>1</td>
<td>( (char *)0x7ffeea3c9484 + 1 \times 4 )</td>
<td>( 0x7ffeea3c9488 )</td>
</tr>
<tr>
<td>2</td>
<td>( (char *)0x7ffeea3c9484 + 2 \times 4 )</td>
<td>( 0x7ffeea3c948c )</td>
</tr>
<tr>
<td>3</td>
<td>( (char *)0x7ffeea3c9484 + 3 \times 4 )</td>
<td>( 0x7ffeea3c9490 )</td>
</tr>
<tr>
<td>4</td>
<td>( (char *)0x7ffeea3c9484 + 4 \times 4 )</td>
<td>( 0x7ffeea3c9494 )</td>
</tr>
<tr>
<td>5</td>
<td>( (char *)0x7ffeea3c9484 + 5 \times 4 )</td>
<td>( 0x7ffeea3c9498 )</td>
</tr>
</tbody>
</table>

**Important!** These numbers are pointers to the type held in the array!!!!!
void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr,(char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv)
{
    int i_array[] = {10, 40, 80, 20, -30, 50};
    size_t i_nelems = sizeof(i_array) / sizeof(i_array[0]);

    long l_array[] = {100, 400, 800, 200, -300, 500};
    size_t l_nelems = sizeof(l_array) / sizeof(l_array[0]);

    swap_ends(i_array, i_nelems, sizeof(i_array[0]));
    swap_ends(l_array, l_nelems, sizeof(l_array[0]));
    ...

Let's walk through this example.

First, we create an int array, then we find its size.
void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr,(char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv)
{
    int i_array[]   = {10, 40, 80, 20, -30, 50};
    size_t i_nelems = sizeof(i_array) / sizeof(i_array[0]);

    long l_array[]  = {100, 400, 800, 200, -300, 500};
    size_t l_nelems = sizeof(l_array) / sizeof(l_array[0]);

    swap_ends(i_array, i_nelems, sizeof(i_array[0]));
    swap_ends(l_array, l_nelems, sizeof(l_array[0]));

    ...
Let's walk through this example.

First, we create an int array, then we find its size.

Next, we create a long array, then we find its size.

Then, we call swap_ends on the int array.

Note that we pass in the width, which is 4: sizeof(i_array[0])
void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr,(char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv)
{
    int i_array[] = {10, 40, 80, 20, -30, 50};
    size_t i_nelems = sizeof(i_array) / sizeof(i_array[0]);

    long l_array[] = {100, 400, 800, 200, -300, 500};
    size_t l_nelems = sizeof(l_array) / sizeof(l_array[0]);

    swap_ends(i_array, i_nelems, sizeof(i_array[0]));
    swap_ends(l_array, l_nelems, sizeof(l_array[0]));
...
void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr, (char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv)
{
    int i_array[] = {10, 40, 80, 20, -30, 50};
    size_t i_nelems = sizeof(i_array) / sizeof(i_array[0]);

    long l_array[] = {100, 400, 800, 200, -300, 500};
    size_t l_nelems = sizeof(l_array) / sizeof(l_array[0]);

    swap_ends(i_array, i_nelems, sizeof(i_array[0]));
    swap_ends(l_array, l_nelems, sizeof(l_array[0]));
    ...
}
void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr, (char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv)
{
    int i_array[] = {10, 40, 80, 20, -30, 50};
    size_t i_nelems = sizeof(i_array) / sizeof(i_array[0]);

    long l_array[] = {100, 400, 800, 200, -300, 500};
    size_t l_nelems = sizeof(l_array) / sizeof(l_array[0]);

    swap_ends(i_array, i_nelems, sizeof(i_array[0]));
    swap_ends(l_array, l_nelems, sizeof(l_array[0]));
...
Generic example with two different arrays

```c
void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr, (char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv)
{
    int i_array[] = {10, 40, 80, 20, -30, 50};
    size_t i_nelems = sizeof(i_array) / sizeof(i_array[0]);

    long l_array[] = {100, 400, 800, 200, -300, 500};
    size_t l_nelems = sizeof(l_array) / sizeof(l_array[0]);

    swap_ends(i_array, i_nelems, sizeof(i_array[0]));
    swap_ends(l_array, l_nelems, sizeof(l_array[0]));
    ...
```

Create a char array to hold the width of the element we want to swap.

At this point, all information about the int array is gone, so we just have to rely on the `width` argument.

Move 4 bytes from the first element in the array to `tmp`.

Move 4 bytes from the last element in the array to the first element.

Move 4 bytes from `tmp` to the last position in the array.
void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr, (char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv)
{
    int i_array[] = {10, 40, 80, 20, -30, 50};
    size_t i_nelems = sizeof(i_array) / sizeof(i_array[0]);

    long l_array[] = {100, 400, 800, 200, -300, 500};
    size_t l_nelems = sizeof(l_array) / sizeof(l_array[0]);

    swap_ends(i_array, i_nelems, sizeof(i_array[0]));
    swap_ends(l_array, l_nelems, sizeof(l_array[0]));
    ...

    Repeat the process for the long array, which will pass in a width of 8:

    sizeof(l_array[0]);
It's really generic

We've seen that this function works on elements of an integer type.

The beauty is that it will work on any array. What about char ** arrays, like argv? Sure — argv is a pointer to an array, and we'll be swapping pointers, not moving string chars.

```c
void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr, (char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv)
{
    swap_ends(argv, argc, sizeof(argv[0]));
    for (int i = 0; i < argc; i++) {
        printf("%s\n", argv[i]);
    }
    return 0;
}
```

$ gcc -g -00 -std=gnu99 -Wall prog_name_to_end.c -o prog_name_to_end
$ ./prog_name_to_end abc def ghi
ghi
abc
def
./prog_name_to_end
void swap_ends(void *arr, size_t nelems, int width)
{
  // allocate space for the copy
  char tmp[width];

  // copy the first element to tmp
  memmove(tmp, arr, width);

  // copy the last element to the first
  memmove(arr, (char *)arr + (nelems - 1) * width, width);

  // copy tmp to the last element
  memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv)
{
  swap_ends(argv, argc, sizeof(argv[0]));
  for (int i=0; i < argc; i++) {
    printf("%s\n", argv[i]);
  }
  return 0;
}
It's really generic

What is the type of `argv[0]`?

`char *`
It's really generic

```c
#include<stdio.h>
#include<stdlib.h>
#include<string.h>

void swap_ends(void *arr, size_t nelems, int width)
{
   // allocate space for the copy
   char tmp[width];

   // copy the first element to tmp
   memmove(tmp, arr, width);

   // copy the last element to the first
   memmove(arr, (char *)arr + (nelems - 1) * width, width);

   // copy tmp to the last element
   memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv)
{
   swap_ends(argv, argc, sizeof(argv[0]));
   for (int i=0; i < argc; i++) {
      printf("%s\n", argv[i]);
   }
   return 0;
}
```

What is the type of `argv[0]`? `char *`

What is `sizeof(argv[0])`? `23`
# include<stdio.h>
# include<stdlib.h>
# include<string.h>

void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr, (char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv)
{
    swap_ends(argv, argc, sizeof(argv[0]));
    for (int i=0; i < argc; i++) {
        printf("%s\n", argv[i]);
    }
    return 0;
}
# include<stdio.h>
#include<stdlib.h>
#include<string.h>

void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr,(char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv)
{
    swap_ends(argv, argc, sizeof(argv[0]));
    for (int i=0; i < argc; i++) {
        printf("%s\n",argv[i]);
    }
    return 0;
}
It's really generic

```c
// file: prog_name_to_end.c
#include<stdio.h>
#include<stdlib.h>
#include<string.h>

void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr,(char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv)
{
    swap_ends(argv, argc, sizeof(argv[0]));
    for (int i=0; i < argc; i++) {
        printf("%s\n", argv[i]);
    }
    return 0;
}
```

What is the type of `argv[0]`?

```c
char *
```

What is `sizeof(argv[0])`?

```c
8
```

What is the type of `argv`?

```c
char **
```
It's really generic

```c
// file: prog_name_to_end.c
#include<stdio.h>
#include<stdlib.h>
#include<string.h>

void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr,(char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv)
{
    swap_ends(argv, argc, sizeof(argv[0]));
    for (int i=0; i < argc; i++) {
        printf("%s
", argv[i]);
    }
    return 0;
}
```

What is the type of `argv[0]`?

```
char *
```

What is `sizeof(argv[0])`?

```
8
```

What is the type of `argv`?

```
char **
```

What is the underlying type (unknown to the function) of `arr` in `swap_ends`?
void swap_ends(void *arr, size_t nelems, int width) {
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr, (char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv) {
    swap_ends(argv, argc, sizeof(argv[0]));
    for (int i=0; i < argc; i++) {
        printf("%s\n", argv[i]);
    }
    return 0;
}
It's really generic

```c
// file: prog_name_to_end.c
#include<stdio.h>
#include<stdlib.h>
#include<string.h>

void swap_ends(void *arr, size_t nelems, int width)
{
    // allocate space for the copy
    char tmp[width];

    // copy the first element to tmp
    memmove(tmp, arr, width);

    // copy the last element to the first
    memmove(arr, (char *)arr + (nelems - 1) * width, width);

    // copy tmp to the last element
    memmove((char *)arr + (nelems - 1) * width, tmp, width);
}

int main(int argc, char **argv)
{
    swap_ends(argv, argc, sizeof(argv[0]));
    for (int i=0; i < argc; i++) {
        printf("%s
", argv[i]);
    }
    return 0;
}
```
Now it is time to really ramp up the generic nature of `void *` pointers.

So far, we’ve seen how we can manipulate array elements by knowing their width. But we can’t do much else with them — sometimes you really do need to know the underlying type to be able to work with a piece of data!

For example, what if we wanted to print arrays generically. In other words, we want a function like this:

```c
void print_array(void *arr, size_t nelems, int width)
```

We want the function to print the elements. What challenges are there in this case?
The challenges are that we have no idea how to print something pointed to by a \texttt{void *}!

Let's make a first attempt at our function:

```c
void print_array(void *arr, size_t nelems, int width) {
    for (int i=0; i < nelems; i++) {
        void *element = (char *)arr + i * width;
        printf("%?", element);
        i == nelems - 1 ? printf("\n") : printf("", ");
    }
}
```

Houston, we have a problem.
Getting more out of void *

The challenges are that we have no idea how to print something pointed to by a void *!

Let's make a first attempt at our function:

```c
void print_array(void *arr, size_t nelems, int width)
{
    for (int i = 0; i < nelems; i++) {
        void *element = (char *)arr + i * width;
        printf("%?",element);
        i == nelems - 1 ? printf("\n") : printf(",");
    }
}
```

Houston, we have a problem. What goes in the format string for the printf call?
The challenges are that we have no idea how to print something pointed to by a `void *`!

Let's make a first attempt at our function:

```c
void print_array(void *arr, size_t nelems, int width)
{
    for (int i=0; i < nelems; i++) {
        void *element = (char *)arr + i * width;
        printf("%?",element);
        i == nelems - 1 ? printf("\n") : printf(",");
    }
}
```

Houston, we have a problem. What goes in the format string for the `printf` call?

We have no idea! Because we don't know what the elements in `arr` are, we have no hope to print them correctly. They could be floats, chars, ints, char *s, etc…
Wouldn't it be nice if we could have the calling function tell us how to print the elements in the array?

Well, we can!

In C, we are allowed to pass function pointers as parameters to other functions. A function pointer tells the other function, "Hey, run this function on the element when you get to it!" The other function has no idea what type it will work on, but it just runs the function with the element and gets back the result, which it can use to perform more work.

In this way, we can write a generic function to do something, but when it works on each element, it uses the other function to do the work.
Function pointers

The function pointer syntax is a bit strange. Here is an example:

```c
void (*myfunc)(int);
```

This says, there is a function called `myfunc` that takes one `int` parameter and returns `void` (no return value).

Let's look at a more detailed example:

```c
void *(*myfunc)(int *);
```

You read this "inside out" — this is a function called `myfunc` that takes an `int *` parameter, and returns a `void *` pointer.
Function pointers

You can use the website cdecl.org (or the program, cdecl on Myth) to get details about the type if you have trouble figuring it out:

$ cdecl explain "void (*myfunc)(int)"
declare myfunc as pointer to function (int) returning void

$ cdecl explain "void *(*myfunc)(int *)"
declare myfunc as pointer to function (pointer to int) returning pointer to void

$ cdecl explain "long *(*myfunc)(void *, char, char *)"
declare myfunc as pointer to function (pointer to void, char, pointer to char) returning pointer to long
Function pointers

Let's go back to our print array elements example:

```c
void print_array(void *arr, size_t nelems, int width) {
    for (int i=0; i < nelems; i++) {
        void *element = (char *)arr + i * width;
        printf("%?", element);
        i == nelems - 1 ? printf("\n") : printf(",");
    }
}
```

Instead of `printf`, we want to call a function that knows how to print the data. We want a function that takes a `void *` element pointer, and then prints it.
Function pointers

Something like this:

```c
void print_array(void *arr, size_t nelems, int width, void (*pr_func)(void *))
{
    for (int i=0; i < nelems; i++) {
        void *element = (char *)arr + i * width;
        pr_func(element);
        i == nelems - 1 ? printf("\n") : printf("", ");
    }
}
```

In other words, we need to pass in a function (called `pr_func` in this case), that will do the printing for us.
Function pointers

Something like this:

```c
void print_array(void *arr, size_t nelems, int width, void (*pr_func)(void *))
{
    for (int i=0; i < nelems; i++) {
        void *element = (char *)arr + i * width;
        pr_func(element);
        i == nelems - 1 ? printf("\n") : printf(" , ");
    }
}
```

In other words, we need to pass in a function (called `pr_func` in this case), that will do the printing for us.
Function pointers

Something like this:

```c
void print_array(void *arr, size_t nelems, int width, void (*pr_func)(void *))
{
    for (int i=0; i < nelems; i++) {
        void *element = (char *)arr + i * width;
        pr_func(element);
        i == nelems - 1 ? printf("\n") : printf(", ");
    }
}
```

In other words, we need to pass in a function (called `pr_func` in this case), that will do the printing for us.

The calling function provides the function pointer, and the function pointer is specific to the type of data stored in the array.
Let's write a function pointer that will print \texttt{int} elements.

```c
void print_int(void *arr)
{
    int i = *(int *)arr;
    printf("%d", i);
}
```

When you have a function like this, it does know the type of the data stored in the \texttt{void *} pointer! We created this function \textit{specifically to print \texttt{ints}}, so it knows that it has an \texttt{int} pointer, and we can cast it to that pointer.
Let's write a function pointer that will print int elements.

```c
void print_int(void *arr)
{
    int i = *(int *)arr;
    printf("%d",i);
}
```

When you have a function like this, it does know the type of the data stored in the void * pointer! We created this function specifically to print ints, so it knows that it has an int pointer, and we can cast it to that pointer.

If we know it is an int pointer, why can't we just have the following function definition?

```c
void print_int(int *arr)
```

We can't, because the print_arr function required a generic function.
## Function pointers

### Here is our full example:

```c
#include<stdio.h>
#include<stdlib.h>

void print_array(void *arr, size_t nelems, int width, void(*pr_func)(void *))
{
    for (int i=0; i < nelems; i++) {
        void *element = (char *)arr + i * width;
        pr_func(element);
        i == nelems - 1 ? printf("\n") : printf(", ");
    }
}

void print_int(void *arr)
{
    int i = *(int *)arr;
    printf("%d", i);
}

void print_long(void *arr)
{
    long l = *(long *)arr;
    printf("%ld", l);
}

int main(int argc, char **argv)
{
    int i_array[] = {0, 1, 2, 3, 4, 5};
    size_t i_nelems = sizeof(i_array) / sizeof(i_array[0]);

    long l_array[] = {0, 10, 20, 30, 40, 50};
    size_t l_nelems = sizeof(l_array) / sizeof(l_array[0]);

    print_array(i_array, i_nelems, sizeof(i_array[0]), print_int);
    print_array(l_array, l_nelems, sizeof(l_array[0]), print_long);

    return 0;
}
```
Function pointers

Here is our full example:

```c
#include<stdio.h>
#include<stdlib.h>

void print_array(void *arr, size_t nelems, int width, void(*pr_func)(void *))
{
    for (int i=0; i < nelems; i++) {
        void *element = (char *)arr + i * width;
        pr_func(element);
        i == nelems - 1 ? printf("
") : printf(", ");
    }
}

void print_int(void *arr)
{
    int i = *(int *)arr;
    printf("%d", i);
}

void print_long(void *arr)
{
    long l = *(long *)arr;
    printf("%ld", l);
}

int main(int argc, char **argv)
{
    int i_array[] = {0, 1, 2, 3, 4, 5};
    size_t i_nelems = sizeof(i_array) / sizeof(i_array[0]);

    long l_array[] = {0, 10, 20, 30, 40, 50};
    size_t l_nelems = sizeof(l_array) / sizeof(l_array[0]);

    print_array(i_array, i_nelems, sizeof(i_array[0]), print_int);
    print_array(l_array, l_nelems, sizeof(l_array[0]), print_long);

    return 0;
}
```

Note that when you pass a function pointer, you don't need to use "&" because it is implied (though you can if you want).
Function pointers

For our print_array function, we can have the printing do anything we want!

Let's look at the `printf_coordinates.c` file from `/afs/ir/class/cs107/lecture-code/lect6`

Also available in the course reader: http://stanford.edu/~cgregg/107-Reader/107-Reader-code.zip

Look in `code/Ch8_C_Low_Level`
The C standard library has a number of functions that expect function pointers. The `qsort` function is one of them:

```c
void qsort(void *base, size_t nmemb, size_t size,
           int (*compar)(const void * , const void *));
```

The `base`, `nmemb`, and `size` variables are just standard pointer-to-array details. The `compar` function is a comparison function that expects two elements from the array, and will perform a comparison on them. This is a standard comparison with the following return `int` value possibilities:

- **negative**: the first element is less than the second element
- **zero**: the elements are equal
- **positive**: the first element is greater than the second element
The C standard library has a number of functions that expect function pointers. The `qsort` function is one of them:

```c
void qsort(void *base, size_t nmemb, size_t size,
           int (*compar)(const void *, const void *));
```

If you want to use the `qsort` function, you need to write a `compar` function yourself. Sometimes, we just need to build a function that utilizes another built-in function, like `strcmp`, to do the work:

```c
int compar_str(const void *s1, const void *s2) {
    return strcmp(*(char **)s1, *(char **)s2);
}
```
The C standard library has a number of functions that expect function pointers. The `qsort` function is one of them:

```c
void qsort(void *base, size_t nmemb, size_t size,
           int (*compar)(const void *, const void *));
```

If you want to use the `qsort` function, you need to write a `compar` function yourself. Sometimes, we just need to build a function that utilizes another built-in function, like `strcmp`, to do the work:

```c
int compar_str(const void *s1, const void *s2) {
    return strcmp(*(char **)s1, *(char **)s2);
}
```

Important! Look at the type of `s1` and `s2` in the comparison function! This is a case where we must draw the situation!
C standard library example: **qsort** full example

```c
// file: qsort_ex.c
#include<stdio.h>
#include<stdlib.h>
#include<string.h>

int compar_str(const void *s1, const void *s2) {
    return strcmp(*(char **)s1, *(char **)s2);
}

int main(int argc, char **argv)
{
    // ignore program name
    argc--;
    argv++;

    qsort(argv, argc, sizeof(argv[0]), compar_str);
    for (int i=0; i < argc; i++) {
        printf("%s", argv[i]);
        i == argc - 1 ? printf("\n") : printf(", ");
    }
    return 0;
}
```

```
$ ./qsort_ex dog cat ant duck bear
ant bear cat dog duck
```

At this point in the program, this is what the situation looks like.
C standard library example: \texttt{qsort} full example

// file: qsort_ex.c
#include<stdio.h>
#include<stdlib.h>
#include<string.h>

int compar_str(const void *s1, const void *s2) {
    return strcmp(*(char **)s1, *(char **)s2);
}

int main(int argc, char **argv) {
    // ignore program name
    argc--; 
    argv++;

    qsort(argv, argc, sizeof(argv[0]), compar_str);
    for (int i=0; i < argc; i++) {
        printf("%s", argv[i]);
        i == argc - 1 ? printf("\n") : printf(", ");
    }

    return 0;
}

$ ./qsort_ex dog cat ant duck bear
ant bear cat dog duck

We have updated \texttt{argc} and \texttt{argv} to ignore the program name.
```c
// file: qsort_ex.c
#include<stdio.h>
#include<stdlib.h>
#include<string.h>

int compar_str(const void *s1, const void *s2) {
    return strcmp(*(char **)s1, *(char **)s2);
}

int main(int argc, char **argv) {
    // ignore program name
    argc--; 
    argv++; 
    qsort(argv, argc, sizeof(argv[0]), compar_str);
    for (int i=0; i < argc; i++) {
        printf("%s", argv[i]);
        i == argc - 1 ? printf("\n") : printf("", ");
    }
    return 0;
}
```

Based on the diagram above, what number gets passed as the first argument of `qsort`?
Based on the diagram above, what number gets passed as the first argument of `qsort`? **0x108**
C standard library example: `qsort` full example

```c
// file: qsort_ex.c
#include<stdio.h>
#include<stdlib.h>
#include<string.h>

int compar_str(const void *s1, const void *s2) {   
    return strcmp(*(char **)s1, *(char **)s2);
}

int main(int argc, char **argv) {
    // ignore program name
    argc--; 
    argv++;
    qsort(argv, argc, sizeof(argv[0]), compar_str);
    for (int i=0; i < argc; i++) {
        printf("%s", argv[i]);
        i == argc - 1 ? printf("\n") : printf(", ");
    }
    return 0;
}
```

$qsort$ has no way to dereference $argv$, so it can only pass $char **$ pointers to sort (e.g., $0x108$, $0x110$)

$./qsort_ex$ dog cat ant duck bear
ant bear cat dog duck

$0x108$ /qsort_ex $dog$ $cat$ $ant$ $duck$ $bear$

C standard library example: `qsort` full example

```c
#include<stdio.h>
#include<stdlib.h>
#include<string.h>

int compar_str(const void *s1, const void *s2) {
    return strcmp(*(char **)s1, *(char **)s2);
}

int main(int argc, char **argv) {
    // ignore program name
    argc--;
    argv++;
    qsort(argv, argc, sizeof(argv[0]), compar_str);
    for (int i=0; i < argc; i++) {
        printf("%s", argv[i]);
        i == argc - 1 ? printf("\n") : printf(", ");
    }
    return 0;
}
```

Therefore, the type that gets passed to `compar_str` **must** be `char **` pointers. (e.g., `0x108`, `0x110`)
C standard library example: `qsort` full example

```
// file: qsort_ex.c
#include<stdio.h>
#include<stdlib.h>
#include<string.h>

int compar_str(const void *s1, const void *s2) {
    return strcmp(*(char **)s1, *(char **)s2);
}

int main(int argc, char **argv)
{
    // ignore program name
    argc--;
    argv++;

    qsort(argv, argc, sizeof(argv[0]), compar_str);
    for (int i=0; i < argc; i++) {
        printf("%s", argv[i]);
        i == argc - 1 ? printf("\n") : printf(", ");
    }

    return 0;
}
```

So, we are correct to cast `s1` and `s2` to `char **`, and then dereference to get `char *` to pass to `strcmp`. 

```
$ ./qsort_ex dog cat ant duck bear
ant bear cat dog duck
```
Function pointers

Function pointer takeaways:

1. Function pointers allow us to add generic features to our functions, so that even if the function doesn't know what the underlying type of a `void *` is, it can still do something useful with the data.
2. The calling function passes in a function that knows how to deal with the correct type for the elements in the array.
3. Function pointers have some strange syntax, and you read from "inside out"
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