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Abstract

This project explores the question of how one can train an Imitation Learning agent in an instruction-following environment when the instructions provided may be ambiguous. To answer this question, we design a system consisting of two modules: the Imitation Learning agent itself, and a classifier that can predict whether a provided instruction is ambiguous given the state of the environment. If the classifier classifies an instruction as ambiguous, the instruction must be clarified by a user. Otherwise, the Imitation Learning agent executes the instruction. Our system is evaluated on a variety of environments in the BabyAI platform that are modified to produce ambiguous instructions. We study and present results for two different classifier architectures – one based on a fine-tuned version of the GPT-2 model, and another based on an LSTM. We also show results comparing different ways to train the Imitation Learning agent. We find that using the classifier in conjunction with the Imitation Learning agent improves performance, with more significant gains on harder environments. We also see that the LSTM and GPT-2 models perform similarly in terms of accuracy, with the LSTM being marginally more accurate on the test set.
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2 Introduction

In recent years, the fields of Reinforcement Learning and Imitation Learning have seen an explosion of interest. Successes such as DeepMind’s AlphaGo system to play the board game Go and the OpenAI Five system to play Dota 2 have demonstrated the capability of Reinforcement Learning and Imitation Learning to be applied successfully to difficult problems. One exciting possibility is that of deploying RL/IL systems in the form of virtual assistants or home robots that can interact with and aid consumers. However, building systems that can have rich interactions with consumers entails building systems that are generally capable of understanding and responding to human language. A key component of this skill is recognizing and handling ambiguity – if a user provides an ambiguous
command to a virtual assistant or home robot, one would hope that the system would be able to recognize the ambiguity and ask for clarification if needed. This project studies precisely this setting, and investigates how one can train imitation learning agents to perform well in instruction-following environments when the instruction provided to the agent may be ambiguous.

3 Related Work

Much prior work has been done on RL/IL in instruction following environments. A large part of this work focuses on instruction following in 3D environments that simulate robot manipulation. For instance, Lynch et al [1] propose a method for Imitation Learning that utilizes a dataset of demonstrations, natural language descriptions, and goal states to solve instruction-following tasks in a 3D robot manipulation environment that requires the agent to open cupboards, manipulate objects, push sliding doors, and more. The BC-Z system by Jang et al [2] also performs imitation learning in a 3D robot manipulation setting and utilizes a large dataset of human demos and interventions. Work has also been done on how language can be used internally in the agent as an abstraction to decompose complex, long-horizon tasks into sequences of lower level tasks in a hierarchical fashion. Jiang et al [3] investigate this setting and introduce the CLEVR robotics environment, which requires agents to arrange procedurally generated objects to satisfy some criteria.

Instead of instruction following for 3D robot manipulation environments, this project focuses on 2D gridworld instruction following environments. This is because solving 2D environments requires significantly less data and compute, and is thus a more practical choice than the 3D datasets mentioned above. In particular, we use modified environments from the BabyAI platform, which is a suite of 2D instruction following environments introduced by Chevalier-Boisvert et al [4]. The BabyAI environments are partially observable and feature varied instructions, and were originally introduced to study the sample efficiency of RL and IL algorithms in grounded language learning settings. We modify the BabyAI environments to produce ambiguous instructions with some probability in order to study IL algorithms in an ambiguous instruction following setting. The instructions produced by the BabyAI environments are actually generated automatically in accordance with a CFG. However, work by Marzoev et al [5] has studied how to effectively transfer BabyAI agents trained with synthetic instructions to natural language instructions generated by humans.

Despite the prior work on instruction following mentioned above, ambiguity in supplied instructions is a problem that has been less well studied. In this project, we develop a modular method to train Imitation Learning agents in ambiguous contexts and present results showing improvements in performance across several BabyAI environments modified to produce ambiguous instructions.

4 Approach

Our method to train IL agents on ambiguous instruction following environments is comprised of two distinct modules: a classifier to classify whether a given instruction is ambiguous that is also conditioned on the state, as well as the actual IL agent that executes tasks. If a given instruction is classified as unambiguous, this means that the user must clarify the instruction. Otherwise, the IL agent executes the task specified by the instruction. We develop and evaluate our system using 4 BabyAI environments: GoToLocal, PutNextLocal-S6N4, PickupLocal, and OpenDoorLoc. In our experiments, if the classifier classifies an instruction as ambiguous, the agent is hard-coded to query the environment for the fully specified instruction. We investigate two different architecture for the classifier: one based on a pretrained GPT-2 model from the HuggingFace library, and another being an LSTM model trained from scratch.

4.1 Ambiguous Instruction Generation

In order to generate instructions, we use a recursive method that operates on an internal tree-based representation of instructions used by the BabyAI environments. Each node corresponds to some kind of instruction, for example a ‘put’ instruction, or an ‘and’ instruction that links different instructions.
Instructions are made ambiguous by randomly making the subtrees of a node ambiguous, with each possible setting of which subtrees are ambiguous being equally likely (for instance, if an instruction has two subtrees, then there is equal probability for subtree A being ambiguous and B being unambiguous, A being ambiguous and B being unambiguous, and both being ambiguous). The leaves of the tree correspond to objects that the agent needs to interact with. When the algorithm reaches the leaves of the tree, we randomly drop attributes used to describe the object, for instance the object type (‘go to the ball’ → ‘go to the object’), the object location (‘the ball on your left’ → ‘the ball’), or the object color (‘the purple key’ → ‘the key’). In this way, we automatically generate ambiguous instructions for BabyAI environments. A key limitation of this method is that it is not guaranteed to provide ambiguous instructions. For instance, if the state contains only one box, and we turn the instruction “go to the yellow box” into “go to the box”, the modified instruction produced still fully specifies the task. In order to address this limitation, when generating labels for whether an instruction is ambiguous or not, we also perform a check in the environment for the number of objects that satisfy the object descriptions included in the environment. If the number of objects satisfying the object descriptions are more than one, then the instruction is marked as ambiguous, otherwise, it is marked as unambiguous.

4.2 GPT-2 Classifier Architecture

The classifier we use is a pre-trained GPT-2 [6] model from the HuggingFace library fine tuned on the ambiguity classification task. The GPT-2 model is a decoder-only model, and given some input, the outputs of the model at the last token represent a probability distribution over next tokens. This probability distribution is produced by passing the input through several stacked decoder blocks. Each decoder block performs a linear transformation of the input, passes the input through a self-attention layer, and feeds the output through a feed-forward layer. Because GPT-2 uses last token to predict next tokens, the last embedding contains all information needed for prediction and can be used for classification [7].
Since the label of whether or not an instruction is ambiguous also depends on the state of the environment, we cannot simply fine-tune the GPT-2 model according to the instructions alone. We instead concatenate the flattened current state from the environment and the instruction to form the input. This representation is then fed into GPT-2 in order to produce a prediction as to whether the given instruction is ambiguous or not.

4.3 LSTM Classifier Architecture

Long short-term memory\cite{9}\cite{10} is a recurrent neural network variant that takes into account long term dependencies in sequential data. Figure 5 shows LSTM architecture. Each LSTM unit contains forget gate, input gate, and output gate, which control information flow through the cell. An illustration of the LSTM architecture is included in the Appendix.

An LSTM layer computes its cell states $c$ and hidden states $h$ from input $x$ at timestep $t$ with the following equations\cite{11}:

\[ f^{(t)} = \sigma \left( W_f h^{(t-1)} + U_f x^{(t)} + b_f \right) \]
\[ i^{(t)} = \sigma \left( W_i h^{(t-1)} + U_i x^{(t)} + b_i \right) \]
\[ o^{(t)} = \sigma \left( W_o h^{(t-1)} + U_o x^{(t)} + b_o \right) \]
\[ c^{(t)} = \tanh \left( W_c h^{(t-1)} + U_c x^{(t)} + b_c \right) \]
\[ c^{(t)} = f^{(t)} \odot c^{(t-1)} + i^{(t)} \odot \tilde{c}^{(t)} \]
\[ h^{(t)} = o^{(t)} \odot \tanh c^{(t)} \]

4.4 Imitation Learning Agent Architecture

The Imitation Learning agent is built using the same architecture used for the BabyAI 1.1 baseline results\cite{12}. The instruction is processed using a GRU, and the state using a CNN. The information from the instruction and state encoders are combined using FiLM (Feature-Wise Linear Modulation) layers. FiLM layers are a general method to condition the outputs of neural networks introduced by Perez et al\cite{13}. In the architecture used, the FiLM layers perform an affine transformation of each of the filters of the CNN’s output. The coefficients of the affine transformation are a learned function of the GRU-processed instruction.

Residual connections are also added after each FiLM layer. The output is then processed through a MaxPool and fed into an LSTM, which outputs predictions for the action to take and the value function for the input state. Illustrations of the FiLM layer and IL agent architecture are included in the appendix.

5 Experiments

5.1 Classifier Module

5.1.1 Data

Our dataset is 4000 instruction-state pairs, randomly selected from a large number of collected such pairs from different levels (OpenDoorLoc, GoToLocal, PickupLoc, PutNextLocalS6N4) in the BabyAI environment. We split the dataset into 2800 in training set, 800 in validation set, and 400 in test set. Around half of the instructions are turned ambiguous according to the method mentioned in previous section on ambiguous instructions. We label each pair by identifying all the object descriptions in the instruction, and searching for objects matching such description in the environment. If there are multiple objects matching one description, we label the instruction as ambiguous. We preprocess the data by concatenating tokenized instruction and flattened state and converting it to word indices vector, padded to maximum length of 156 as input to the models.
5.1.2 Evaluation Method

The evaluation metric is prediction accuracy. We seek to maximize accuracy in order to give more accurate classification results to the imitation learning agent in later experiments.

5.1.3 Experimental Details

We conducted experiments with the GPT-2 method and the LSTM method. With fine-tuning GPT-2, we used the pretrained 128M model, an AdamW optimizer with learning rate 0.00001, gradient clip norm to 1.0, and batch size of 16. We used binary cross entropy loss for calculating training and validation loss. Training took 4 hours. With LSTM, we used embedding dimension 256, dropout layer with probability 0.2, an AdamW optimizer with learning rate 0.0001, gradient clip norm to 1.0, and batch size of 16. We used binary cross entropy loss for calculating training and validation loss. Training took 1 hour.

5.1.4 Results

![Figure 3: Accuracy Plots](image)

(a) GPT-2

(b) LSTM

Table 1: Training, Validation, and Testing accuracy

<table>
<thead>
<tr>
<th></th>
<th>Train Accuracy</th>
<th>Val Accuracy</th>
<th>Test Accuracy</th>
</tr>
</thead>
<tbody>
<tr>
<td>Finetuned GPT-2</td>
<td>0.9339</td>
<td>0.9350</td>
<td>0.9400</td>
</tr>
<tr>
<td>LSTM</td>
<td>0.9321</td>
<td>0.9250</td>
<td>0.9475</td>
</tr>
</tbody>
</table>

Figure 3 shows the accuracy change over training epochs. GPT-2 converges slightly faster because of its pretrained nature. Both LSTM and Fine-tuned GPT-2 achieve similar accuracy of $\sim 94\%$ on the test set. Both models generalize well from the training set to validation and to the test set and achieve reasonable accuracy. We believe that both models should be sufficient to be used as classification module for the imitation learning agent.

5.2 Imitation Learning Agent

5.2.1 Data

We collected 1,000 expert demonstrations on each of the four BabyAI environments we used: GoToLocal, PutNextLocal-S6N4, PickupLocal, and OpenDoorLoc (see section 4). We collected these demonstrations using the BabyAI environment BOT agent, which is a rules-based expert agent provided with the BabyAI codebase. Each demonstration consists of the instruction given by the environment for that episode and the trajectory executed by the BOT agent. In other words, for each of the four environments we collected a dataset of 1,000 natural language instructions with 1,000 corresponding expert trajectories. We then created three additional datasets per environment by altering the instructions into different conditions: a condition where 50% of the instructions were changed to be ambiguous (see section 4), a condition where 100% of the instructions were made ambiguous, and a condition where all of the instructions were replaced by a nonsense string (we used the string ball ball ball ball ball ball ball ball ball ball). In summary, for
each of the four environments, we obtained four datasets: a dataset where all of the instructions are unambiguous, a dataset where 50% of the instructions are ambiguous, a dataset where 100% of the instructions are ambiguous, and a dataset where all of the instructions are replaced with a nonsense string.

5.2.2 Experimental details

We trained 16 separate imitation learning agents, one on each environment for each data condition described above. Each agent was trained for 50 million training iterations. We used the BabyAI imitation learning agent architecture described in section 4. We used all of the default imitation learning hyperparameters recommended by the BabyAI environment. Selected hyperparameters are shown below:

- **Loss**: Cross entropy loss with the targets being the expert actions.
- **Optimizer**: We used Adam optimization
- **Learning rate**: $3e - 4$

5.2.3 Evaluation method

Every 50k training timesteps, we evaluated the current agent’s policy was evaluated. Evaluation was carried out by executing the policy in the environment for 500 episodes and recording the average success rate. The success rate is defined as whether or not, during the course of an episode, the agent completes the task specified by the natural language instruction.

5.2.4 Results

![Graphs showing success rates for different instruction conditions across all environments.](image)

Figure 4: Imitation Learning Agent Training Success Rates. Across all environments, the IL agent that receives all unambiguous instructions (red curve) achieves the highest success rate. The agent that receives 50% ambiguous and 50% unambiguous instructions achieves the next highest success rate, the agent that receives 100% ambiguous instructions receives the second lowest success rate, and the agent that receives nonsense instructions receives the lowest success rate. An early stopping criterion was used: if the agent didn’t improve its evaluation success rate in the past 1,000 evaluations, then training was stopped.
The evaluation success rates of the different imitation learning agents is shown in figure 4. Across all four environments, the agent trained with completely unambiguous instructions achieves the highest success rate, the agent trained with 50% ambiguous and 50% unambiguous instructions achieved the second highest performance, the agent trained on 100% ambiguous instructions achieved the third highest success rate, and the agent trained on nonsense instructions achieved the lowest success rate. These results show that the imitation learning agents require having access to unambiguous instructions to be able to consistently solve the specified tasks. This demonstrates that the imitation learning agents actually learn to understand the different tasks specified by the natural language instructions and can solve them in the environments. Performing this ablation was necessary to confirm that the imitation learning agents would not be able to learn some trivial policy that could solve the tasks without using the environment instructions.

5.3 Integrated System

5.3.1 Evaluation method

With the classifier networks and the imitation learning agents trained separately, we now present the results of the integrated system. As described in section 4, each timestep of an episode, a state-instruction pair is presented to our agent. If the classifier network identifies the instruction as ambiguous given the current state, then the agent queries the environment for a clarified instruction, and an unambiguous instruction is given to the agent. The imitation learning agent then chooses an action to perform given the current state and instruction. This action is passed to the environment, the environment is stepped, and the process repeats. The average success rate of the agent is recorded across many evaluation episodes.

We evaluate the performance of our integrated system across four BabyAI environments: GoToLocal, PutNextLocal-S6N4, PickupLocal, and OpenDoorLoc. Each of these environments is modified to output ambiguous instructions at a 50% rate and unambiguous instructions at a 50% rate. We compare the performance of our integrated system when using the lstm classifier network and the GPT-2 finetuned classifier network.

As a baseline, we compare against an agent that does not use a classifier network at all, meaning that it cannot query the environment to clarify ambiguous instructions. This provides a lower bound on the expected performance of our integrated system. Similarly, also compare against an agent that is evaluated on each of these environments without any ambiguous instructions (unambiguous instructions at a 100% rate). This is an oracle method that provides an upper bound on the expected performance of our integrated system.

5.3.2 Experimental details

We evaluate each agent for 1,000 episodes. For evaluation, we use the classifier network weights that achieved the highest validation accuracy during training. We also use the imitation learning agent weights from the training epoch that achieved the best evaluation success rate during training. We use the agent weights that were trained on the datasets with 50% ambiguous instructions for all agents except for the oracle method. The oracle method uses the weights of the agent that was trained on the datasets with 100% unambiguous instructions, since it is evaluated on the completely unambiguous environments.

5.3.3 Results

<table>
<thead>
<tr>
<th></th>
<th>OpenDoorLoc</th>
<th>GoToLocal</th>
<th>PutNextLocal-S6N4</th>
<th>PickupLocal</th>
<th>Average</th>
</tr>
</thead>
<tbody>
<tr>
<td>No Ambiguity (oracle)</td>
<td>98.3%</td>
<td>95.9%</td>
<td>67.2%</td>
<td>62.7%</td>
<td>81.0%</td>
</tr>
<tr>
<td>No Classifier (baseline)</td>
<td>99.7%</td>
<td>88.0%</td>
<td>51.4%</td>
<td>42.1%</td>
<td>70.3%</td>
</tr>
<tr>
<td>Integrated System with LSTM Classifier</td>
<td>99.5%</td>
<td>89.7%</td>
<td>53.2%</td>
<td>51.6%</td>
<td>73.5%</td>
</tr>
<tr>
<td>Integrated System with GPT-2 Classifier</td>
<td>99.5%</td>
<td>90.0%</td>
<td>55.0%</td>
<td>51.5%</td>
<td>74.0%</td>
</tr>
</tbody>
</table>

Table 2: Evaluation Success Rates of Integrated System. The evaluation success rates of the integrated system with the LSTM classifier and the GPT-2 Classifier are shown. The success rates of the baseline method and the oracle method are also shown.
The evaluation success rates of the integrated system using the LSTM classifier network and the GPT-2 classifier network (along with the baseline and oracle methods) are shown in Table 2. Using the classifier networks leads to an increase in success rate in the GoToLocal, PutNextLocal-S6N4, and PickupLocal environments over the baseline, while there is not a significant different in performance in the OpenDoorLoc environments. The integrated system with either the LSTM or the GPT-2 classifier networks achieves a higher average performance than the baseline method does.

6 Analysis

Overall, the classifier models achieved reasonable accuracy and are able to predict whether an instruction is ambiguous based on text instruction and state from the environment. By printing out some falsely classified example from the classifier models, a significant portion of the errors occur when there are keywords dropped from the instruction, which means that we attempt to make the instruction ambiguous, but the instruction is not ambiguous according to the environment. The model sometimes fails to identify the non-ambiguity due to the environment. In addition, observing the results, we discover that pre-trained GPT-2 did not perform significantly better than LSTM trained from scratch. This observation is partially expected, since the flattened state expression is not natural language, and pretrained GPT-2 has no experience interpreting it.

The performance improvement given by using the classifier network in the integrated system is the largest in the environments in which the oracle method achieved the lowest success rate. The performance improvement is the lowest on the environments in which the oracle method achieved the highest success rate. This suggests that the benefits of our integrated system are most pronounced on difficult environments. Qualitative examination of the instructions given in the easy environments shows that they tend to be simple, one-step tasks involving a single object. For example, the OpenDoorLoc environment generates tasks such as "open the door in front of you" and "open a door on your right". In contrast, the more difficult environments generate instructions specifying performing multiple tasks with multiple objects. For example, the PutNextLocal-S6N4 environment generates instructions such as "put the blue ball next to the yellow ball" and "put the green key next to the grey box". The longer, complicated instructions of the difficult environments make it so that any ambiguities in the instructions make solving the task very unlikely, while the agent may still be able to solve the relatively simple tasks of the easy environments even when the instructions are ambiguous. Therefore, querying for clarification about ambiguous instructions may be most beneficial on complex tasks that have long term dependencies, while on simple tasks asking for clarification does not seem to provide a significant boost in performance.

7 Conclusion

The ability to understand and execute natural language instructions is a crucial requirement for integrating artificially intelligent agents into real world applications. In real world scenarios, human users are likely to sometimes give ambiguous instructions to these agents. We model this problem setting in our modified BabyAI environments, and train two different neural network classifiers to detect when an instruction is ambiguous. We demonstrate that using this classifier to ask for clarification on ambiguous instructions significantly improves the performance of a language-conditioned imitation learning agent.

A limitation of our work is that we do not model the cost associated with asking for clarification. In real world applications, it is undesirable for an artificial intelligence agent to always be querying a human user, and therefore the cost of making such queries should be taken into consideration. This querying cost could naturally be modeled as a penalty term in an RL reward function. Training an RL agent to learn when it is worth it to ask for clarification about an instruction and when the cost of making such a request outweighs the benefits is a compelling direction for future research.
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A Appendix

A.1 LSTM Classifier Architecture

![LSTM Architecture](image)

Figure 5: LSTM Architecture
A.2 IL Agent Architecture Schematic

![Figure 6: FiLM layer schematic](image)

A.3 RL Results

We also performed experiments to train RL agents on the BabyAI environments. We found that the RL agents learned a trivial policy of simply interacting with as many objects in the environment as possible to maximize their success rate. This led to identical performance for the RL agents regardless of the type of instruction they were supplied (unambiguous, ambiguous, or nonsensical). To remedy this problem, we attempted to introduce a penalty at each timestep to discourage the long episode lengths that result from the trivial policy learned, however this was insufficient to prevent the RL agents from learning a trivial policy.
Figure 8: Identical episode lengths across different instruction types. Orange: ambiguous, blue: plain, magenta: nonsense.

Figure 9: Identical success rates across different instruction types. Orange: ambiguous, blue: plain, magenta: nonsense.